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# **Javascript Map method**

## **Exercise 1: Calculate Customer Score Using map()**

**Problem Statement**

Given an array of customers, each with a name, an array of purchases, and a location, calculate the "customer score" for each customer and add it as a new property customerScore to each customer object. The customer score is calculated based on the following formula:

*Customer Score=Total Amount Spent × Number of Purchases*

Here, Total Amount Spent is the sum of all the amounts in the purchases array for each customer, and Number of Purchases is the length of the purchases array for each customer.

**Sample Data**

|  |
| --- |
| const customers = [  { name: "Alice", purchases: [100, 50, 400], location: "USA" },  { name: "Bob", purchases: [200, 300], location: "Canada" },  { name: "Charlie", purchases: [300, 100, 150, 200], location: "UK" },  { name: "Dave", purchases: [50], location: "Australia" } ]; |

**Code Template**

|  |
| --- |
| // Complete this function function calculateCustomerScore(customers) {  // Use map() and reduce() to calculate customerScore for each customer }  // Test your function const updatedCustomers = calculateCustomerScore(customers); console.log(updatedCustomers); |

**Expected Output**

|  |
| --- |
| [  { name: "Alice", purchases: [100, 50, 400], location: "USA", customerScore: 1650 },  { name: "Bob", purchases: [200, 300], location: "Canada", customerScore: 1000 },  { name: "Charlie", purchases: [300, 100, 150, 200], location: "UK", customerScore: 3000 },  { name: "Dave", purchases: [50], location: "Australia", customerScore: 50 } ] |

**Solution:**

|  |
| --- |
| // Sample data: Array of customers with their names, purchases, and location const customers = [  { name: "Alice", purchases: [100, 50, 400], location: "USA" },  { name: "Bob", purchases: [200, 300], location: "Canada" },  { name: "Charlie", purchases: [300, 100, 150, 200], location: "UK" },  { name: "Dave", purchases: [50], location: "Australia" } ];  // Function to calculate customer score for each customer function calculateCustomerScore(customers) {  // Using map() to transform each customer object in the array  return customers.map(customer => {  // Calculating the total amount spent by each customer  // by summing up the values in their purchases array  const totalSpent = customer.purchases.reduce((total, current) => total + current, 0);   // Calculating the number of purchases for each customer  const numOfPurchases = customer.purchases.length;   // Calculating the customer score using the formula  // Customer Score = Total Amount Spent × Number of Purchases  const customerScore = totalSpent \* numOfPurchases;   // Returning the modified customer object with the new customerScore property  return { ...customer, customerScore };  }); }  // Testing the function const updatedCustomers = calculateCustomerScore(customers); console.log(updatedCustomers); |

**Alternative solution using loop:**

|  |
| --- |
| const customers = [  { name: 'Alice', purchases: [100, 50, 400], location: 'USA' },  { name: 'Bob', purchases: [200, 300], location: 'Canada' },  { name: 'Charlie', purchases: [300, 100, 150, 200], location: 'UK' },  { name: 'Dave', purchases: [50], location: 'Australia' }, ]  // Function to calculate customer score for each customer using a loop function calculateCustomerScore(customers) {  // Initialize an empty array to store the updated customers  let updatedCustomers = []   // Loop through each customer in the customers array  for (let i = 0; i < customers.length; i++) {  // Access the current customer  const customer = customers[i]   // Initialize a variable to store the total amount spent  let totalSpent = 0   // Loop through the customer's purchases to calculate the total amount spent  for (let j = 0; j < customer.purchases.length; j++) {  totalSpent += customer.purchases[j]  }   // Calculate the number of purchases for the customer  const numOfPurchases = customer.purchases.length   // Calculate the customer score  const customerScore = totalSpent \* numOfPurchases   // Add the customerScore property to the customer object  // and push the updated object to the updatedCustomers array  updatedCustomers.push({ ...customer, customerScore })  }   // Return the array of updated customers  return updatedCustomers }  // Testing the function const updatedCustomers = calculateCustomerScore(customers) console.log(updatedCustomers) |

## **Exercise 2: Normalize Product Prices Using map()**

**Problem Statement**

In an e-commerce platform, products can be listed by multiple sellers, and each seller may price the same product differently. You are tasked to normalize the prices of each product based on the following formula:

![](data:image/png;base64,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)

Each product in the product list has a name, a category, and an array of prices from different sellers.

Your task is to create a new array of products where each product has a new property called normalizedPrices, which contains the normalized prices for each seller.

**Sample Data**

|  |
| --- |
| const products = [  { name: "Laptop", category: "Electronics", prices: [900, 1000, 1100] },  { name: "Smartphone", category: "Electronics", prices: [400, 450, 500] },  { name: "Shirt", category: "Apparel", prices: [20, 25, 30] },  { name: "Pants", category: "Apparel", prices: [40, 50, 60] } ]; |

**Code Template**

|  |
| --- |
| // Complete this function function normalizeProductPrices(products) {  // Use map() method here to normalize the prices for each product }  // Test your function const normalizedProducts = normalizeProductPrices(products); console.log(normalizedProducts); |

**Expected Output**

|  |
| --- |
| [  { name: "Laptop", category: "Electronics", prices: [900, 1000, 1100], normalizedPrices: [0, 50, 100] },  { name: "Smartphone", category: "Electronics", prices: [400, 450, 500], normalizedPrices: [0, 50, 100] },  { name: "Shirt", category: "Apparel", prices: [20, 25, 30], normalizedPrices: [0, 50, 100] },  { name: "Pants", category: "Apparel", prices: [40, 50, 60], normalizedPrices: [0, 50, 100] } ] |

**Solution:**

|  |
| --- |
| // Sample data: Array of products with their names, categories, and prices const products = [  { name: "Laptop", category: "Electronics", prices: [900, 1000, 1100] },  { name: "Smartphone", category: "Electronics", prices: [400, 450, 500] },  { name: "Shirt", category: "Apparel", prices: [20, 25, 30] },  { name: "Pants", category: "Apparel", prices: [40, 50, 60] } ];  // Function to normalize product prices function normalizeProductPrices(products) {  // Using map() to transform each product object in the array  return products.map(product => {  // Find the minimum price for the product  const minPrice = Math.min(...product.prices);   // Calculate normalized prices relative to the minimum price  const normalizedPrices = product.prices.map(price => price - minPrice);  // Returning the modified product object with the new normalizedPrices property  return { ...product, normalizedPrices };  }); }  // Testing the function const normalizedProducts = normalizeProductPrices(products); console.log(normalizedProducts); |

**Alternative solution using loop:**

|  |
| --- |
| // Sample data: Array of products with their names, categories, and prices const products = [  { name: "Laptop", category: "Electronics", prices: [900, 1000, 1100] },  { name: "Smartphone", category: "Electronics", prices: [400, 450, 500] },  { name: "Shirt", category: "Apparel", prices: [20, 25, 30] },  { name: "Pants", category: "Apparel", prices: [40, 50, 60] } ];  // Function to normalize product prices using a loop function normalizeProductPrices(products) {  // Initialize an empty array to store the normalized products  let normalizedProducts = [];   // Loop through each product in the products array  for (let i = 0; i < products.length; i++) {  // Access the current product  const product = products[i];   // Find the minimum price for the product  let minPrice = Math.min(...product.prices);   // Initialize an array to store the normalized prices  let normalizedPrices = [];   // Loop through the product's prices to calculate normalized prices  for (let j = 0; j < product.prices.length; j++) {  normalizedPrices.push(product.prices[j] - minPrice);  }   // Add the normalizedPrices property to the product object  // and push the updated object to the normalizedProducts array  normalizedProducts.push({ ...product, normalizedPrices });  }   // Return the array of normalized products  return normalizedProducts; }  // Testing the function const normalizedProducts = normalizeProductPrices(products); console.log(normalizedProducts); |

## **Exercise 3: Convert Object Array to Array of Values**

**Problem Statement:**

Given an array of objects where each object represents a user with a name and age, convert this array into an array of names.

|  |
| --- |
| const users = [  { name: "John", age: 25 },  { name: "Jane", age: 30 },  { name: "Doe", age: 35 } ]; |

**Code Template:**

|  |
| --- |
| function extractNames(users) {  // Use map() to extract names from the users array } const names = extractNames(users); console.log(names); |

**Expected Output:**

|  |
| --- |
| ["John", "Jane", "Doe"] |

|  |
| --- |
| **Solution:**  // Sample data: Array of user objects with 'name' and 'age' properties const users = [  { name: "John", age: 25 },  { name: "Jane", age: 30 },  { name: "Doe", age: 35 } ];  // Function to extract names from the users array function extractNames(users) {  // Using map() to transform each user object into just the user's name  return users.map(user => user.name); }  // Testing the function const names = extractNames(users); console.log(names); // Output: ["John", "Jane", "Doe"]  Alternative solution using loop:  // Sample data: Array of user objects with 'name' and 'age' properties const users = [  { name: "John", age: 25 },  { name: "Jane", age: 30 },  { name: "Doe", age: 35 } ];  // Function to extract names from the users array using a loop function extractNames(users) {  // Initialize an empty array to store the names  let names = [];   // Loop through each user in the users array  for (let i = 0; i < users.length; i++) {  // Add the name of each user to the names array  names.push(users[i].name);  }   // Return the array of names  return names; }  // Testing the function const names = extractNames(users); console.log(names); // Output: ["John", "Jane", "Doe"] |

## 

## **Exercise 4: Calculate Total Price with Tax**

**Problem Statement:**

Given an array of product prices, calculate the total price for each product including a tax of 10%.

|  |
| --- |
| const prices = [100, 200, 300]; |

**Code Template:**

|  |
| --- |
| function calculateTotalWithTax(prices) {  // Use map() to calculate the total price with tax for each product } const pricesWithTax = calculateTotalWithTax(prices); console.log(pricesWithTax); |

**Expected Output:**

|  |
| --- |
| [110, 220, 330] |

## **Exercise 5: Convert Minutes to Hours and Minutes**

**Problem Statement:**

Given an array of durations in minutes, convert each duration into hours and minutes.

|  |
| --- |
| const durations = [120, 150, 90]; |

**Code Template:**

|  |
| --- |
| function convertToHoursAndMinutes(durations) {  // Use map() to convert durations into hours and minutes } const convertedDurations = convertToHoursAndMinutes(durations); console.log(convertedDurations); |

**Expected Output:**

|  |
| --- |
| function convertToHoursAndMinutes(durations) {  // Use map() to convert durations into hours and minutes } const convertedDurations = convertToHoursAndMinutes(durations); console.log(convertedDurations); |

## **Exercise 6: Capitalize First Letter of Each Word**

**Problem Statement:**

Given an array of words, capitalize the first letter of each word.

|  |
| --- |
| const words = ["apple", "banana", "cherry"]; |

**Code Template:**

|  |
| --- |
| function capitalizeWords(words) {  // Use map() to capitalize the first letter of each word } const capitalizedWords = capitalizeWords(words); console.log(capitalizedWords); |

**Expected Output:**

|  |
| --- |
| ["Apple", "Banana", "Cherry"]  **Solution**:  // Sample data: Array of words const words = ["apple", "banana", "cherry"];  // Function to capitalize the first letter of each word function capitalizeWords(words) {  // Using map() to transform each word  return words.map(word => {  // Capitalizing the first letter and concatenating it with the rest of the word  return word.charAt(0).toUpperCase() + word.slice(1);  }); }  // Testing the function const capitalizedWords = capitalizeWords(words); console.log(capitalizedWords); // Output: ["Apple", "Banana", "Cherry"]  **Alternative solution using loop:**  // Sample data: Array of words const words = ["apple", "banana", "cherry"];  // Function to capitalize the first letter of each word using a loop function capitalizeWords(words) {  // Initialize an empty array to store the capitalized words  let capitalizedWords = [];   // Loop through each word in the words array  for (let i = 0; i < words.length; i++) {  // Capitalize the first letter and concatenate it with the rest of the word  const capitalizedWord = words[i].charAt(0).toUpperCase() + words[i].slice(1);   // Add the capitalized word to the array  capitalizedWords.push(capitalizedWord);  }   // Return the array of capitalized words  return capitalizedWords; }  // Testing the function const capitalizedWords = capitalizeWords(words); console.log(capitalizedWords); // Output: ["Apple", "Banana", "Cherry"] |

## **Exercise 7: Convert RGB to Hex**

**Problem Statement:**

Given an array of RGB values, convert each RGB value to its hex representation.

|  |
| --- |
| const rgbValues = [  { r: 255, g: 0, b: 0 },  { r: 0, g: 255, b: 0 },  { r: 0, g: 0, b: 255 } ]; |

**Code Template:**

|  |
| --- |
| function convertToHex(rgbValues) {  // Use map() to convert each RGB value to hex } const hexValues = convertToHex(rgbValues); console.log(hexValues); |

**Expected Output:**

|  |
| --- |
| ["#ff0000", "#00ff00", "#0000ff"]  **Solution:**  // Sample data: Array of RGB values const rgbValues = [  { r: 255, g: 0, b: 0 },  { r: 0, g: 255, b: 0 },  { r: 0, g: 0, b: 255 } ];  // Function to convert a single RGB value to hex function rgbToHex(r, g, b) {  // Convert each RGB component to a two-digit hexadecimal string  const toHex = component => {  const hex = component.toString(16);  return hex.length == 1 ? '0' + hex : hex;  };   // Concatenate the converted values into a single hex color string  return `#${toHex(r)}${toHex(g)}${toHex(b)}`; }  // Function to convert each RGB value in the array to hex function convertToHex(rgbValues) {  // Using map() to transform each RGB object to its hex representation  return rgbValues.map(rgb => rgbToHex(rgb.r, rgb.g, rgb.b)); }  // Testing the function const hexValues = convertToHex(rgbValues); console.log(hexValues); // Output: ["#ff0000", "#00ff00", "#0000ff"]  **Alternative solution using loop:**  // Sample data: Array of RGB values const rgbValues = [  { r: 255, g: 0, b: 0 },  { r: 0, g: 255, b: 0 },  { r: 0, g: 0, b: 255 } ];  // Function to convert a single RGB value to hex function rgbToHex(r, g, b) {  // Convert each RGB component to a two-digit hexadecimal string  const toHex = component => {  const hex = component.toString(16);  return hex.length == 1 ? '0' + hex : hex;  };   // Concatenate the converted values into a single hex color string  return `#${toHex(r)}${toHex(g)}${toHex(b)}`; }  // Function to convert each RGB value in the array to hex using a loop function convertToHex(rgbValues) {  // Initialize an empty array to store the hex values  let hexValues = [];   // Loop through each RGB object in the array  for (let i = 0; i < rgbValues.length; i++) {  // Convert the RGB object to a hex string and add it to the hexValues array  hexValues.push(rgbToHex(rgbValues[i].r, rgbValues[i].g, rgbValues[i].b));  }   // Return the array of hex values  return hexValues; }  // Testing the function const hexValues = convertToHex(rgbValues); console.log(hexValues); // Output: ["#ff0000", "#00ff00", "#0000ff"] |

## **Exercise 8: Calculate Distance Between Coordinates**

**Problem Statement:**

Given an array of coordinates where each coordinate has x and y values, calculate the distance of each coordinate from the origin (0,0).

|  |
| --- |
| const coordinates = [  { x: 3, y: 4 },  { x: 6, y: 8 },  { x: 8, y: 15 } ];  **Formula to calculate distance** |

**Code Template:**

|  |
| --- |
| function calculateDistanceFromOrigin(coordinates) {  // Use map() to calculate the distance of each coordinate from the origin } const distances = calculateDistanceFromOrigin(coordinates); console.log(distances); |

**Expected Output:**

|  |
| --- |
| [5, 10, 17]  **Solution:**  // Sample data: Array of coordinates const coordinates = [  { x: 3, y: 4 },  { x: 6, y: 8 },  { x: 8, y: 15 } ];  // Function to calculate the distance from the origin for each coordinate function calculateDistanceFromOrigin(coordinates) {  // Using map() to calculate the distance for each coordinate  return coordinates.map(coord => {  // Applying the Pythagorean theorem to calculate the distance  return Math.sqrt(coord.x \*\* 2 + coord.y \*\* 2);  }); }  // Testing the function const distances = calculateDistanceFromOrigin(coordinates); console.log(distances); // Output: [5, 10, 17]  **Alternative solution using loop:**  // Sample data: Array of coordinates const coordinates = [  { x: 3, y: 4 },  { x: 6, y: 8 },  { x: 8, y: 15 } ];  // Function to calculate the distance from the origin for each coordinate using a loop function calculateDistanceFromOrigin(coordinates) {  // Initialize an empty array to store the distances  let distances = [];   // Loop through each coordinate in the coordinates array  for (let i = 0; i < coordinates.length; i++) {  // Calculate the distance using the Pythagorean theorem  const distance = Math.sqrt(coordinates[i].x \*\* 2 + coordinates[i].y \*\* 2);   // Add the calculated distance to the distances array  distances.push(distance);  }   // Return the array of distances  return distances; }  // Testing the function const distances = calculateDistanceFromOrigin(coordinates); console.log(distances); // Output: [5, 10, 17] |

# **Javascript Reduce method**

## **Exercise 1: Calculate the total inventory value for all products using reduce().**

**Problem Statement**

Given an array of products, each with a name, unitsInStock, and unitPrice, calculate the total inventory value for all products.

The inventory value for each product is defined as:

*Inventory Value = Units in Stock × Unit Price*

**Sample Data**

|  |
| --- |
| const products = [  { name: "Laptop", unitsInStock: 5, unitPrice: 1000 },  { name: "Smartphone", unitsInStock: 10, unitPrice: 500 },  { name: "TV", unitsInStock: 3, unitPrice: 1500 },  { name: "Headphones", unitsInStock: 15, unitPrice: 100 } ]; |

**Code Template**

|  |
| --- |
| // Complete this function function calculateTotalInventoryValue(products) {  // Use reduce() to calculate the total inventory value }  // Test your function const totalInventoryValue = calculateTotalInventoryValue(products); console.log(`Total Inventory Value: $${totalInventoryValue}`); |

**Expected Output**

Your function should return the total inventory value:

*Total Inventory Value: $16000*

**Solution:**

// Sample data: Array of products  
const products = [  
 { name: "Laptop", unitsInStock: 5, unitPrice: 1000 },  
 { name: "Smartphone", unitsInStock: 10, unitPrice: 500 },  
 { name: "TV", unitsInStock: 3, unitPrice: 1500 },  
 { name: "Headphones", unitsInStock: 15, unitPrice: 100 }  
];  
  
// Function to calculate the total inventory value  
function calculateTotalInventoryValue(products) {  
 // Using reduce() to accumulate the total inventory value  
 return products.reduce((total, product) => {  
 // Calculating the inventory value for each product and adding it to the total  
 return total + (product.unitsInStock \* product.unitPrice);  
 }, 0); // Starting the accumulation from 0  
}  
  
// Testing the function  
const totalInventoryValue = calculateTotalInventoryValue(products);  
console.log(`Total Inventory Value: $${totalInventoryValue}`); // Output: Total Inventory Value: $16000

**Alternative solution with loop:**

// Sample data: Array of products  
const products = [  
 { name: "Laptop", unitsInStock: 5, unitPrice: 1000 },  
 { name: "Smartphone", unitsInStock: 10, unitPrice: 500 },  
 { name: "TV", unitsInStock: 3, unitPrice: 1500 },  
 { name: "Headphones", unitsInStock: 15, unitPrice: 100 }  
];  
  
// Function to calculate the total inventory value using a loop  
function calculateTotalInventoryValue(products) {  
 // Initialize a variable to store the total inventory value  
 let totalInventoryValue = 0;  
  
 // Loop through each product in the products array  
 for (let i = 0; i < products.length; i++) {  
 // Calculate the inventory value for each product and add it to the total  
 totalInventoryValue += products[i].unitsInStock \* products[i].unitPrice;  
 }  
  
 // Return the total inventory value  
 return totalInventoryValue;  
}  
  
// Testing the function  
const totalInventoryValue = calculateTotalInventoryValue(products);  
console.log(`Total Inventory Value: $${totalInventoryValue}`); // Output: Total Inventory Value: $16000

## **Exercise 2: Calculate Overall Customer Satisfaction Score Using reduce().**

**Problem Statement**

Given an array of customer ratings, calculate the overall customer satisfaction score. The score is defined as the average rating rounded to the nearest integer.

**Sample Data**

|  |
| --- |
| const customerRatings = [4.5, 3.8, 5.0, 4.2, 4.9]; |

**Code Template**

|  |
| --- |
| // Complete this function function calculateCustomerSatisfactionScore(ratings) {  // Use reduce() to calculate the overall customer satisfaction score }  // Test your function const overallScore = calculateCustomerSatisfactionScore(customerRatings); console.log(`Overall Customer Satisfaction Score: ${overallScore}`); |

**Expected Output**

Your function should return the overall customer satisfaction score:

Overall Customer Satisfaction Score: 4

**Solution:**

// Sample data: Array of customer ratings  
const customerRatings = [4.5, 3.8, 5.0, 4.2, 4.9];  
  
// Function to calculate the overall customer satisfaction score  
function calculateCustomerSatisfactionScore(ratings) {  
 // Using reduce() to sum up all the ratings  
 const total = ratings.reduce((sum, rating) => sum + rating, 0);  
  
 // Calculating the average rating  
 const average = total / ratings.length;  
  
 // Rounding the average to the nearest integer  
 return Math.round(average);  
}  
  
// Testing the function  
const overallScore = calculateCustomerSatisfactionScore(customerRatings);  
console.log(`Overall Customer Satisfaction Score: ${overallScore}`);

**Alternative solution using loop:**

// Sample data: Array of customer ratings  
const customerRatings = [4.5, 3.8, 5.0, 4.2, 4.9];  
  
// Function to calculate the overall customer satisfaction score using a loop  
function calculateCustomerSatisfactionScore(ratings) {  
 // Initialize variables for sum and count  
 let sum = 0;  
 let count = 0;  
  
 // Loop through each rating in the ratings array  
 for (let i = 0; i < ratings.length; i++) {  
 // Add the current rating to the sum  
 sum += ratings[i];  
  
 // Increment the count  
 count++;  
 }  
  
 // Calculate the average rating  
 const average = sum / count;  
  
 // Round the average to the nearest integer  
 return Math.round(average);  
}  
  
// Testing the function  
const overallScore = calculateCustomerSatisfactionScore(customerRatings);  
console.log(`Overall Customer Satisfaction Score: ${overallScore}`); // Output: 4

## **Exercise 3: Calculate Average Rating for Each Category**

**Problem Statement**

Given an array of products, each with a name, category, and rating, calculate the average rating for each product category.

The rating for each product is between 1 and 5.

**Sample Data**

|  |
| --- |
| const products = [  { name: "Laptop", category: "Electronics", rating: 4 },  { name: "Smartphone", category: "Electronics", rating: 5 },  { name: "TV", category: "Electronics", rating: 3 },  { name: "Shirt", category: "Apparel", rating: 5 },  { name: "Pants", category: "Apparel", rating: 4 },  { name: "Hat", category: "Apparel", rating: 3 } ]; |

**Code Template**

|  |
| --- |
| // Complete this function function averageRatingByCategory(products) {  // Use reduce() to calculate the average rating for each category }  // Test your function const averageRatings = averageRatingByCategory(products); console.log("Average Ratings by Category:", averageRatings); |

**Expected Output**

Your function should return an object that contains the average rating for each category:

|  |
| --- |
| Average Ratings by Category: { Electronics: 4, Apparel: 4 } |

**Solution**:

// Sample data with products, their categories, and ratings  
const products = [  
 { name: "Laptop", category: "Electronics", rating: 4 },  
 { name: "Smartphone", category: "Electronics", rating: 5 },  
 { name: "TV", category: "Electronics", rating: 3 },  
 { name: "Shirt", category: "Apparel", rating: 5 },  
 { name: "Pants", category: "Apparel", rating: 4 },  
 { name: "Hat", category: "Apparel", rating: 3 }  
];  
  
// Function to calculate the average rating for each category  
function averageRatingByCategory(products) {  
 // We use reduce() to build up an intermediate object that will help in calculating average  
 const intermediateResult = products.reduce((acc, product) => {  
 // If category is not yet a key in our accumulator, initialize it  
 if (!acc[product.category]) {  
 acc[product.category] = { totalRating: 0, count: 0 };  
 }  
   
 // Update total rating and count for the category  
 acc[product.category].totalRating += product.rating;  
 acc[product.category].count += 1;  
  
 return acc;  
 }, {});  
  
 // Create a new object to store average ratings  
 const averageRatings = {};  
  
 // Calculate average for each category and assign to the new object  
 for (let category in intermediateResult) {  
 averageRatings[category] = intermediateResult[category].totalRating / intermediateResult[category].count;  
 }  
  
 return averageRatings;  
}  
  
// Test the function and print the results  
const averageRatings = averageRatingByCategory(products);  
console.log("Average Ratings by Category:", averageRatings); // Expected: { Electronics: 4, Apparel: 4 }

**Alternative solution using loop:**

// Sample data with products, their categories, and ratings  
const products = [  
 { name: 'Laptop', category: 'Electronics', rating: 4 },  
 { name: 'Smartphone', category: 'Electronics', rating: 5 },  
 { name: 'TV', category: 'Electronics', rating: 3 },  
 { name: 'Shirt', category: 'Apparel', rating: 5 },  
 { name: 'Pants', category: 'Apparel', rating: 4 },  
 { name: 'Hat', category: 'Apparel', rating: 3 },  
]  
  
// Function to calculate the average rating for each category using loops  
function averageRatingByCategory(products) {  
 // Initialize an object to store intermediate results: total ratings and count for each category  
 const intermediateResult = {}  
  
 // Iterate over each product in the products array  
 for (let i = 0; i < products.length; i++) {  
 const product = products[i]  
  
 // If the category of the current product doesn't exist in intermediateResult, initialize it  
 if (!intermediateResult[product.category]) {  
 intermediateResult[product.category] = { totalRating: 0, count: 0 }  
 }  
  
 // Update the total rating and count for the product's category  
 intermediateResult[product.category].totalRating += product.rating  
 intermediateResult[product.category].count += 1  
 }  
  
 // Initialize an object to store the final average ratings for each category  
 const averageRatings = {}  
  
 // Iterate over each category in intermediateResult to calculate average ratings  
 for (let category in intermediateResult) {  
 averageRatings[category] =  
 intermediateResult[category].totalRating /  
 intermediateResult[category].count  
 }  
  
 return averageRatings  
}  
  
// Test the function and print the results  
const averageRatings = averageRatingByCategory(products)  
console.log('Average Ratings by Category:', averageRatings) // Expected: { Electronics: 4, Apparel: 4 }

## **Exercise 4: Find Most Frequent Words in Text**

**Problem Statement:**

Given a text string, find the frequency of each word in the text.

**Sample Data:**

|  |
| --- |
| const text = "apple banana apple orange banana apple"; |

**Code Template**:

|  |
| --- |
| // Import necessary dependencies if you're using a data analytics tool  // Complete this function function findMostFrequentWords(text) {  // Use reduce() to find frequency of each word }  // Test your function const wordFrequencies = findMostFrequentWords(text); console.log("Word Frequencies:", wordFrequencies); |

**Expected Output:**

Your function should return an object that contains the frequency of each word:

|  |
| --- |
| Word Frequencies: { apple: 3, banana: 2, orange: 1 } |

**Solution:**

// Sample data: Text string  
const text = "apple banana apple orange banana apple";  
  
// Function to find the frequency of each word in the text  
function findMostFrequentWords(text) {  
 // Split the text into words  
 const words = text.split(" ");  
  
 // Using reduce() to calculate the frequency of each word  
 return words.reduce((frequencies, word) => {  
 // If the word is already in the object, increment its count  
 // Otherwise, set its count to 1  
 frequencies[word] = (frequencies[word] || 0) + 1;  
 return frequencies;  
 }, {}); // Start with an empty object  
}  
  
// Testing the function  
const wordFrequencies = findMostFrequentWords(text);  
console.log("Word Frequencies:", wordFrequencies);

**Alternative solution using loop:**

// Sample data: Text string  
const text = "apple banana apple orange banana apple";  
  
// Function to find the frequency of each word in the text using a loop  
function findMostFrequentWords(text) {  
 // Split the text into words  
 const words = text.split(" ");  
  
 // Initialize an object to store the word frequencies  
 let frequencies = {};  
  
 // Loop through each word in the words array  
 for (let i = 0; i < words.length; i++) {  
 // If the word is already in the frequencies object, increment its count  
 if (frequencies[words[i]]) {  
 frequencies[words[i]] += 1;  
 } else {  
 // Otherwise, set its count to 1  
 frequencies[words[i]] = 1;  
 }  
 }  
  
 // Return the object containing the word frequencies  
 return frequencies;  
}  
  
// Testing the function  
const wordFrequencies = findMostFrequentWords(text);  
console.log("Word Frequencies:", wordFrequencies); // Output: { apple: 3, banana: 2, orange: 1 }

## **Exercise 5. Calculate Cumulative Monthly Sales**

**Problem Statement:**

Given an array of sales records with month and revenue data, calculate the cumulative sales for each month.

**Sample Data:**

|  |
| --- |
| const sales = [  { month: "January", revenue: 1000 },  { month: "February", revenue: 1500 },  { month: "March", revenue: 1200 } ]; |

**Code Template:**

|  |
| --- |
| function calculateCumulativeSales(sales) {  // Use reduce() to calculate cumulative sales for each month }  // Test your function const cumulativeSales = calculateCumulativeSales(sales); console.log("Cumulative Monthly Sales:", cumulativeSales); |

**Expected Output:**

|  |
| --- |
| Cumulative Monthly Sales: { January: 1000, February: 2500, March: 3700 }  **Solution:**  // Sample data: Array of sales records const sales = [  { month: "January", revenue: 1000 },  { month: "February", revenue: 1500 },  { month: "March", revenue: 1200 } ];  // Function to calculate cumulative sales for each month function calculateCumulativeSales(sales) {  // Using reduce() to calculate cumulative sales  return sales.reduce((cumulative, record, index) => {  // Add the current month's revenue to the total  // If it's the first record, the total is just the current revenue  const total = index === 0 ? record.revenue : cumulative[sales[index - 1].month] + record.revenue;   // Add the cumulative total for the current month to the result object  cumulative[record.month] = total;  return cumulative;  }, {}); // Start with an empty object }  // Testing the function const cumulativeSales = calculateCumulativeSales(sales); console.log("Cumulative Monthly Sales:", cumulativeSales);  **Alternative solution using loop:**  // Sample data: Array of sales records const sales = [  { month: "January", revenue: 1000 },  { month: "February", revenue: 1500 },  { month: "March", revenue: 1200 } ];  // Function to calculate cumulative sales for each month using a loop function calculateCumulativeSales(sales) {  // Initialize an object to store the cumulative sales  let cumulativeSales = {};  let cumulativeTotal = 0;   // Loop through each sale record in the sales array  for (let i = 0; i < sales.length; i++) {  // Add the current month's revenue to the cumulative total  cumulativeTotal += sales[i].revenue;   // Store the cumulative total in the corresponding month key  cumulativeSales[sales[i].month] = cumulativeTotal;  }   // Return the object containing the cumulative sales  return cumulativeSales; }  // Testing the function const cumulativeSales = calculateCumulativeSales(sales); console.log("Cumulative Monthly Sales:", cumulativeSales); // Output: { January: 1000, February: 2500, March: 3700 } |

## **Exercise 6. Group Data by Multiple Criteria**

**Problem Statement:**

Given an array of products with category and brand data, group the products by both category and brand.

**Sample Data:**

|  |
| --- |
| const products = [  { name: "A", category: "Electronics", brand: "Sony" },  { name: "B", category: "Electronics", brand: "Apple" },  { name: "C", category: "Apparel", brand: "Nike" },  { name: "D", category: "Electronics", brand: "Sony" } ]; |

**Code Template:**

|  |
| --- |
| function groupByCategoryAndBrand(products) {  // Use reduce() to group products by both category and brand }  // Test your function const groupedProducts = groupByCategoryAndBrand(products); console.log("Products Grouped by Category and Brand:", groupedProducts); |

**Expected Output:**

|  |
| --- |
| Products Grouped by Category and Brand:  {  Electronics: { Sony: ["A", "D"], Apple: ["B"] },  Apparel: { Nike: ["C"] } } |

**Solution**:

// Sample data: Array of products with category and brand  
const products = [  
 { name: "A", category: "Electronics", brand: "Sony" },  
 { name: "B", category: "Electronics", brand: "Apple" },  
 { name: "C", category: "Apparel", brand: "Nike" },  
 { name: "D", category: "Electronics", brand: "Sony" }  
];  
  
// Function to group products by both category and brand  
function groupByCategoryAndBrand(products) {  
 // Using reduce() to group products  
 return products.reduce((grouped, product) => {  
 // If the category doesn't exist yet, create it  
 if (!grouped[product.category]) {  
 grouped[product.category] = {};  
 }  
 // If the brand within the category doesn't exist, create it  
 if (!grouped[product.category][product.brand]) {  
 grouped[product.category][product.brand] = [];  
 }  
 // Add the product name to the corresponding brand array  
 grouped[product.category][product.brand].push(product.name);  
 return grouped;  
 }, {}); // Start with an empty object  
}  
  
// Testing the function  
const groupedProducts = groupByCategoryAndBrand(products);  
console.log("Products Grouped by Category and Brand:", groupedProducts);

**Alternative solution using loop:**

// Sample data: Array of products with category and brand  
const products = [  
 { name: "A", category: "Electronics", brand: "Sony" },  
 { name: "B", category: "Electronics", brand: "Apple" },  
 { name: "C", category: "Apparel", brand: "Nike" },  
 { name: "D", category: "Electronics", brand: "Sony" }  
];  
  
// Function to group products by both category and brand using loops  
function groupByCategoryAndBrand(products) {  
 // Initialize an object to store the grouped products  
 let groupedProducts = {};  
  
 // Loop through each product in the products array  
 for (let i = 0; i < products.length; i++) {  
 let product = products[i];  
 let category = product.category;  
 let brand = product.brand;  
  
 // If the category doesn't exist yet, create it  
 if (!groupedProducts[category]) {  
 groupedProducts[category] = {};  
 }  
 // If the brand within the category doesn't exist, create it  
 if (!groupedProducts[category][brand]) {  
 groupedProducts[category][brand] = [];  
 }  
 // Add the product name to the corresponding brand array  
 groupedProducts[category][brand].push(product.name);  
 }  
  
 // Return the object containing the grouped products  
 return groupedProducts;  
}  
  
// Testing the function  
const groupedProducts = groupByCategoryAndBrand(products);  
console.log("Products Grouped by Category and Brand:", groupedProducts);

## Exercise 7. Compute Weighted Average

**Problem Statement:**

Given an array of grades with scores and their respective weights, calculate the weighted average.

**Sample Data:**

|  |
| --- |
| const grades = [  { score: 90, weight: 0.4 },  { score: 85, weight: 0.6 } ];  Formulae **to calculate Weighted Average:** |

**Code Template:**

|  |
| --- |
| function calculateWeightedAverage(grades) {  // Use reduce() to compute the weighted average }  // Test your function const weightedAvg = calculateWeightedAverage(grades); console.log("Weighted Average:", weightedAvg); |

**Expected Output:**

|  |
| --- |
| *Weighted Average: 87* |

Solution:

// Sample data: Array of grades with scores and weights

const grades = [

{ score: 90, weight: 0.4 },

{ score: 85, weight: 0.6 }

];

// Function to calculate the weighted average

function calculateWeightedAverage(grades) {

// Sum up the products of scores and weights using reduce()

const totalScore = grades.reduce((sum, grade) => sum + grade.score \* grade.weight, 0);

// Sum up the total weight

const totalWeight = grades.reduce((sum, grade) => sum + grade.weight, 0);

// Calculate the weighted average

return totalScore / totalWeight;

}

// Testing the function

const weightedAvg = calculateWeightedAverage(grades);

console.log("Weighted Average:", weightedAvg.toFixed(0)); // Output: Weighted Average: 87

Alternative solution using loop:

// Sample data: Array of grades with scores and weights

const grades = [

{ score: 90, weight: 0.4 },

{ score: 85, weight: 0.6 }

];

// Function to calculate the weighted average using loops

function calculateWeightedAverage(grades) {

// Initialize variables for summing scores and weights

let totalScore = 0;

let totalWeight = 0;

// Loop through each grade in the grades array

for (let i = 0; i < grades.length; i++) {

// Multiply each score by its weight and add it to the total score

totalScore += grades[i].score \* grades[i].weight;

// Add each weight to the total weight

totalWeight += grades[i].weight;

}

// Calculate the weighted average

return totalScore / totalWeight;

}

// Testing the function

const weightedAvg = calculateWeightedAverage(grades);

console.log("Weighted Average:", weightedAvg.toFixed(0)); // Output: Weighted Average: 87

## Exercise 8. Flatten Nested Data Structures

**Problem Statement:**

Given a nested array of numbers, flatten the array to a single-level array.

**Sample Data:**

|  |
| --- |
| const nestedArray = [1, [2, 3], [4, [5, 6]]]; |

**Code Template:**

|  |
| --- |
| function flattenArray(nestedArray) {  // Use reduce() to flatten the nested array }  // Test your function const flattened = flattenArray(nestedArray); console.log("Flattened Array:", flattened); |

**Expected Output:**

*Flattened Array: [1, 2, 3, 4, 5, 6]*

Solution:

// Sample data: Nested array of numbers

const nestedArray = [1, [2, 3], [4, [5, 6]]];

// Function to flatten a nested array

function flattenArray(nestedArray) {

// Using reduce() to iterate and flatten the array

return nestedArray.reduce((flattened, element) => {

// If the element is an array, recursively flatten it and concatenate

// Otherwise, just concatenate the element

return Array.isArray(element)

? flattened.concat(flattenArray(element))

: flattened.concat(element);

}, []); // Start with an empty array

}

// Testing the function

const flattened = flattenArray(nestedArray);

console.log("Flattened Array:", flattened); // Output: Flattened Array: [1, 2, 3, 4, 5, 6]

Alternative solution using loop:

// Sample data: Nested array of numbers

const nestedArray = [1, [2, 3], [4, [5, 6]]];

// Recursive function to flatten an array

function flattenArray(arr) {

let result = [];

// Loop through each element in the array

for (let i = 0; i < arr.length; i++) {

if (Array.isArray(arr[i])) {

// If the element is an array, recursively flatten it and add the results to the result array

result = result.concat(flattenArray(arr[i]));

} else {

// If the element is not an array, add it directly to the result array

result.push(arr[i]);

}

}

return result;

}

// Testing the function

const flattened = flattenArray(nestedArray);

console.log("Flattened Array:", flattened); // Output: Flattened Array: [1, 2, 3, 4, 5, 6]

# filter()

## Exercise 1: Filter Out Inactive Users

**Problem Statement:**

Given an array of users, each with a name and an isActive boolean property, filter out all the inactive users.

|  |
| --- |
| const users = [  { name: "John", isActive: true },  { name: "Jane", isActive: false },  { name: "Doe", isActive: true } ]; |

**Code Template:**

|  |
| --- |
| function getActiveUsers(users) {  // Use filter() to get all active users } const activeUsers = getActiveUsers(users); console.log(activeUsers); |

**Expected Output:**

|  |
| --- |
| [  { name: "John", isActive: true },  { name: "Doe", isActive: true } ] |

Solution:

// Given array of users with 'name' and 'isActive' properties

const users = [

{ name: "John", isActive: true },

{ name: "Jane", isActive: false },

{ name: "Doe", isActive: true }

];

function getActiveUsers(users) {

// The filter() method creates a new array with all elements

// that pass the test implemented by the provided function.

// Here, we're using an arrow function to check the 'isActive'

// property of each user. If 'isActive' is true, the user object

// will be included in the new array, otherwise, it will be omitted.

return users.filter(user => user.isActive);

}

// Calling the function and storing the result in the 'activeUsers' constant

const activeUsers = getActiveUsers(users);

// Printing the result to the console

console.log(activeUsers);

Alternative solution using loop:

// Given array of users with 'name' and 'isActive' properties

const users = [

{ name: "John", isActive: true },

{ name: "Jane", isActive: false },

{ name: "Doe", isActive: true }

];

function getActiveUsers(users) {

// Initialize an empty array to store the active users

let activeUsers = [];

// Use a for loop to iterate over each user in the users array

for (let i = 0; i < users.length; i++) {

// If the user's 'isActive' property is true,

// push the user object to the 'activeUsers' array

if (users[i].isActive) {

activeUsers.push(users[i]);

}

}

// Return the filtered 'activeUsers' array

return activeUsers;

}

// Calling the function and storing the result in the 'resultingActiveUsers' constant

const resultingActiveUsers = getActiveUsers(users);

// Printing the result to the console

console.log(resultingActiveUsers);

## Exercise 2: Filter Products Above a Price Range

**Problem Statement:**

Given an array of products, each with a name and a price, filter out all products that are priced below or equal to $100.

|  |
| --- |
| const products = [  { name: "Laptop", price: 150 },  { name: "Mouse", price: 25 },  { name: "Keyboard", price: 50 } ]; |

**Code Template:**

|  |
| --- |
| function getAffordableProducts(products) {  // Use filter() to get products priced below or equal to $100 } const affordableProducts = getAffordableProducts(products); console.log(affordableProducts); |

**Expected Output:**

|  |
| --- |
| [  { name: "Mouse", price: 25 },  { name: "Keyboard", price: 50 } ] |

Solution:

// Define an array of products with their names and prices.

const products = [

{ name: 'Laptop', price: 150 },

{ name: 'Mouse', price: 25 },

{ name: 'Keyboard', price: 50 },

]

// Define a function to filter products based on their price.

function getAffordableProducts(products) {

// Use the filter() method on the products array to filter products.

// The filter() method creates a new array with all elements that pass the test provided by the callback function.

return products.filter((product) => {

// Check if the product's price is less than or equal to 100.

// If true, the product will be included in the resulting array.

return product.price <= 100

})

}

// Call the getAffordableProducts function and store the result in the affordableProducts variable.

const affordableProducts = getAffordableProducts(products)

// Log the filtered products to the console.

console.log(affordableProducts)

Alternative solution:

// Define an array of products with their names and prices.

const products = [

{ name: "Laptop", price: 150 },

{ name: "Mouse", price: 25 },

{ name: "Keyboard", price: 50 }

];

// Define a function to filter products based on their price using a loop.

function getAffordableProducts(products) {

// Initialize an empty array to store the affordable products.

let affordableProducts = [];

// Use a for loop to iterate over each product in the products array.

for (let i = 0; i < products.length; i++) {

// Check if the current product's price is less than or equal to 100.

if (products[i].price <= 100) {

// If the condition is met, add the current product to the affordableProducts array.

affordableProducts.push(products[i]);

}

}

// Return the filtered list of affordable products.

return affordableProducts;

}

// Call the getAffordableProducts function and store the result in the affordableProducts variable.

const affordableProductsList = getAffordableProducts(products);

// Log the filtered products to the console.

console.log(affordableProductsList);

## Exercise 3: Filter Out Unpublished Articles

**Problem Statement:**

Given an array of articles, each with a title, content, and a isPublished boolean property, filter out all the unpublished articles.

|  |
| --- |
| const articles = [  { title: "JS Basics", content: "Lorem ipsum...", isPublished: true },  { title: "Advanced React", content: "Lorem ipsum...", isPublished: false },  { title: "Vue vs React", content: "Lorem ipsum...", isPublished: true } ]; |

**Code Template:**

|  |
| --- |
| function getPublishedArticles(articles) {  // Use filter() to get all published articles } const publishedArticles = getPublishedArticles(articles); console.log(publishedArticles); |

**Expected Output**:

|  |
| --- |
| [  { title: "JS Basics", content: "Lorem ipsum...", isPublished: true },  { title: "Vue vs React", content: "Lorem ipsum...", isPublished: true } ]  Solution:  // Sample data: Array of articles  const articles = [  { title: "JS Basics", content: "Lorem ipsum...", isPublished: true },  { title: "Advanced React", content: "Lorem ipsum...", isPublished: false },  { title: "Vue vs React", content: "Lorem ipsum...", isPublished: true }  ];  // Function to get all published articles  function getPublishedArticles(articles) {  // Using filter() to return only those articles where isPublished is true  return articles.filter(article => article.isPublished);  }  // Testing the function  const publishedArticles = getPublishedArticles(articles);  console.log(publishedArticles);  Alternative solution using loop:  // Sample data: Array of articles  const articles = [  { title: "JS Basics", content: "Lorem ipsum...", isPublished: true },  { title: "Advanced React", content: "Lorem ipsum...", isPublished: false },  { title: "Vue vs React", content: "Lorem ipsum...", isPublished: true }  ];  // Function to get all published articles using a loop  function getPublishedArticles(articles) {  // Initialize an array to hold published articles  let publishedArticles = [];  // Loop through each article in the articles array  for (let i = 0; i < articles.length; i++) {  // If the article is published, add it to the publishedArticles array  if (articles[i].isPublished) {  publishedArticles.push(articles[i]);  }  }  // Return the array of published articles  return publishedArticles;  }  // Testing the function  const publishedArticles = getPublishedArticles(articles);  console.log(publishedArticles); |

## Exercise 4: Filter Out Users Not in a Given Country

**Problem Statement**:

Given an array of users, each with a name and a country, filter out all users who are not from "USA".

|  |
| --- |
| const users = [  { name: "John", country: "USA" },  { name: "Jane", country: "Canada" },  { name: "Doe", country: "USA" } ]; |

**Code Template**:

function getUsersFromUSA(users) {

// Use filter() to get all users from "USA"

}

const usaUsers = getUsersFromUSA(users);

console.log(usaUsers);

**Expected Output**:

|  |
| --- |
| [  { name: "John", country: "USA" },  { name: "Doe", country: "USA" } ]  Solution:  // Sample data: Array of users  const users = [  { name: "John", country: "USA" },  { name: "Jane", country: "Canada" },  { name: "Doe", country: "USA" }  ];  // Function to get all users from "USA"  function getUsersFromUSA(users) {  // Using filter() to return only those users whose country is "USA"  return users.filter(user => user.country === "USA");  }  // Testing the function  const usaUsers = getUsersFromUSA(users);  console.log(usaUsers);  Alternative solution using loop:  // Sample data: Array of users  const users = [  { name: "John", country: "USA" },  { name: "Jane", country: "Canada" },  { name: "Doe", country: "USA" }  ];  // Function to get all users from "USA" using a loop  function getUsersFromUSA(users) {  // Initialize an array to hold users from the USA  let usaUsers = [];  // Loop through each user in the users array  for (let i = 0; i < users.length; i++) {  // If the user's country is "USA", add them to the usaUsers array  if (users[i].country === "USA") {  usaUsers.push(users[i]);  }  }  // Return the array of users from the USA  return usaUsers;  }  // Testing the function  const usaUsers = getUsersFromUSA(users);  console.log(usaUsers); |

# forEach()

## Exercise 1: Print User Emails

**Problem Statement**:

Given an array of users, each with a name and an email, print out each user's email.

|  |
| --- |
| const users = [  { name: "John", email: "john@example.com" },  { name: "Jane", email: "jane@example.com" },  { name: "Doe", email: "doe@example.com" } ]; |

**Code Template**:

|  |
| --- |
| function printUserEmails(users) {  // Use forEach() to print each user's email } printUserEmails(users); |

**Expected Output**:

|  |
| --- |
| john@example.com jane@example.com doe@example.com  Solution:  // Define an array of users with name and email properties  const users = [  { name: "John", email: "john@example.com" },  { name: "Jane", email: "jane@example.com" },  { name: "Doe", email: "doe@example.com" }  ];  // Define the function printUserEmails to print out emails of the users  function printUserEmails(users) {  // The forEach() method executes a provided function once for each array element.  // Here, we're using forEach to iterate over each user in the users array.  users.forEach(function(user) {  // For each user, we simply print (or log) their email to the console.  console.log(user.email);  });  }  // Call the printUserEmails function with the users array as its argument  printUserEmails(users);  // This would print:  // john@example.com  // jane@example.com  // doe@example.com  Alternative solution: |

// Define an array of users with name and email properties

const users = [

{ name: "John", email: "john@example.com" },

{ name: "Jane", email: "jane@example.com" },

{ name: "Doe", email: "doe@example.com" }

];

// Define the function printUserEmails to print out emails of the users

function printUserEmails(users) {

// Traditional for loop to iterate over the length of the users array

for (let i = 0; i < users.length; i++) {

// Access the email of the user at the current index (i) and log it to the console

console.log(users[i].email);

}

}

// Call the printUserEmails function with the users array as its argument

printUserEmails(users);

// This would print:

// john@example.com

// jane@example.com

// doe@example.com

## Exercise 2: Update Stock Quantity

**Problem Statement**:

Given an array of products, each with a name and a stockQuantity, decrement the stock quantity of each product by 1.

|  |
| --- |
| const products = [  { name: "Laptop", stockQuantity: 5 },  { name: "Mouse", stockQuantity: 10 },  { name: "Keyboard", stockQuantity: 7 } ]; |

**Code Template**:

|  |
| --- |
| function updateStock(products) {  // Use forEach() to decrement the stock quantity of each product by 1 } updateStock(products); console.log(products); |

**Expected Output**:

|  |
| --- |
| [  { name: "Laptop", stockQuantity: 4 },  { name: "Mouse", stockQuantity: 9 },  { name: "Keyboard", stockQuantity: 6 } ]  Solution:  // Sample data: Array of products  const products = [  { name: "Laptop", stockQuantity: 5 },  { name: "Mouse", stockQuantity: 10 },  { name: "Keyboard", stockQuantity: 7 }  ];  // Function to update the stock of each product  function updateStock(products) {  // Using forEach() to decrement the stock quantity of each product by 1  products.forEach(product => {  product.stockQuantity -= 1;  });  }  // Updating the stock  updateStock(products);  console.log(products);  Alternative solution using loop:  // Sample data: Array of products  const products = [  { name: "Laptop", stockQuantity: 5 },  { name: "Mouse", stockQuantity: 10 },  { name: "Keyboard", stockQuantity: 7 }  ];  // Function to update the stock of each product using a loop  function updateStock(products) {  // Loop through each product in the products array  for (let i = 0; i < products.length; i++) {  // Decrement the stock quantity of each product by 1  products[i].stockQuantity -= 1;  }  }  // Updating the stock  updateStock(products);  console.log(products); |

## Exercise 3: Send Notification to Users

**Problem Statement**:

Given an array of users, each with a name and a hasUnreadNotification boolean property, send a notification to each user who has an unread notification.

|  |
| --- |
| const users = [  { name: "John", hasUnreadNotification: true },  { name: "Jane", hasUnreadNotification: false },  { name: "Doe", hasUnreadNotification: true } ]; |

**Code Template**:

|  |
| --- |
| function sendNotifications(users) {  // Use forEach() to send a notification to each user with an unread notification } sendNotifications(users); |

**Expected Output**:

|  |
| --- |
| Notification sent to John Notification sent to Doe  Solution:  // Sample data: Array of users  const users = [  { name: "John", hasUnreadNotification: true },  { name: "Jane", hasUnreadNotification: false },  { name: "Doe", hasUnreadNotification: true }  ];  // Function to send notifications to users with unread notifications  function sendNotifications(users) {  // Using forEach() to iterate over each user  users.forEach(user => {  // Check if the user has an unread notification  if (user.hasUnreadNotification) {  // Send a notification to the user  console.log(`Notification sent to ${user.name}`);  }  });  }  // Sending notifications  sendNotifications(users);  Alternative solution using loop:  // Sample data: Array of users  const users = [  { name: "John", hasUnreadNotification: true },  { name: "Jane", hasUnreadNotification: false },  { name: "Doe", hasUnreadNotification: true }  ];  // Function to send notifications to users with unread notifications using a loop  function sendNotifications(users) {  // Loop through each user in the users array  for (let i = 0; i < users.length; i++) {  // Check if the user has an unread notification  if (users[i].hasUnreadNotification) {  // Send a notification to the user  console.log(`Notification sent to ${users[i].name}`);  }  }  }  // Sending notifications  sendNotifications(users); |

## Exercise 4: Calculate Total Sales

**Problem Statement**:

Given an array of sales, each with a productName and a quantity, calculate the total number of products sold.

|  |
| --- |
| const sales = [  { productName: "Laptop", quantity: 5 },  { productName: "Mouse", quantity: 10 },  { productName: "Keyboard", quantity: 7 } ]; |

**Code Template**:

|  |
| --- |
| let totalSales = 0; function calculateTotalSales(sales) {  // Use forEach() to calculate the total number of products sold } calculateTotalSales(sales); console.log(totalSales); |

**Expected Output**:

22

Solution:

// Sample data: Array of sales

const sales = [

{ productName: "Laptop", quantity: 5 },

{ productName: "Mouse", quantity: 10 },

{ productName: "Keyboard", quantity: 7 }

];

// Initialize total sales to 0

let totalSales = 0;

// Function to calculate the total number of products sold

function calculateTotalSales(sales) {

// Using forEach() to iterate over each sale

sales.forEach(sale => {

// Add the quantity of each sale to the total sales

totalSales += sale.quantity;

});

}

// Calculate the total sales

calculateTotalSales(sales);

console.log(totalSales); // Output: 22

Alternative solution using loop:

// Sample data: Array of sales

const sales = [

{ productName: "Laptop", quantity: 5 },

{ productName: "Mouse", quantity: 10 },

{ productName: "Keyboard", quantity: 7 }

];

// Initialize total sales to 0

let totalSales = 0;

// Function to calculate the total number of products sold using a loop

function calculateTotalSales(sales) {

// Loop through each sale in the sales array

for (let i = 0; i < sales.length; i++) {

// Add the quantity of each sale to the total sales

totalSales += sales[i].quantity;

}

}

// Calculate the total sales

calculateTotalSales(sales);

console.log(totalSales); // Output: 22

# some()

## Exercise 1: Check for VIP Users

**Problem Statement**:

Given an array of users, each with a name and a isVIP boolean property, check if there's at least one VIP user in the list.

const users = [

{ name: "John", isVIP: false },

{ name: "Jane", isVIP: true },

{ name: "Doe", isVIP: false }

];

**Code Template**:

function hasVIPUser(users) {

// Use some() to check if there's at least one VIP user

}

const hasVIP = hasVIPUser(users);

console.log(hasVIP);

**Expected Output**:

True

Solution:

// Define an array of users with name and isVIP properties

const users = [

{ name: 'John', isVIP: false },

{ name: 'Jane', isVIP: true },

{ name: 'Doe', isVIP: false },

]

function hasVIPUser(users) {

// The some() method tests whether at least one element in the array passes

// the test implemented by the provided function. Here, we're using some()

// to check if there's at least one user with the isVIP property set to true.

return users.some((user) => {

return user.isVIP === true

})

}

// Call the hasVIPUser function with the users array as its argument and store the result in hasVIP

const hasVIP = hasVIPUser(users)

// Print the result to the console

console.log(hasVIP) // True

Alternative solution using loop:

// Define an array of users with name and isVIP properties

const users = [

{ name: "John", isVIP: false },

{ name: "Jane", isVIP: true },

{ name: "Doe", isVIP: false }

];

function hasVIPUser(users) {

// Use a traditional for loop to iterate over each user in the array

for (let i = 0; i < users.length; i++) {

// If the isVIP property of the current user is true

if (users[i].isVIP === true) {

// Return true immediately as we found a VIP user

return true;

}

}

// If the loop completes without finding a VIP user, return false

return false;

}

// Call the hasVIPUser function with the users array as its argument and store the result in hasVIP

const hasVIP = hasVIPUser(users);

// Print the result to the console

console.log(hasVIP); // True

## Exercise 2: Check for Out of Stock Products

**Problem Statement**:

Given an array of products, each with a name and a stockQuantity, check if any product is out of stock (stockQuantity is 0).

const products = [

{ name: "Laptop", stockQuantity: 5 },

{ name: "Mouse", stockQuantity: 0 },

{ name: "Keyboard", stockQuantity: 7 }

];

**Code Template**:

function hasOutOfStockProduct(products) {

// Use some() to check if any product is out of stock

}

const isOutOfStock = hasOutOfStockProduct(products);

console.log(isOutOfStock);

**Expected Output**:

true

Solution:

// Sample data: Array of products

const products = [

{ name: "Laptop", stockQuantity: 5 },

{ name: "Mouse", stockQuantity: 0 },

{ name: "Keyboard", stockQuantity: 7 }

];

// Function to check if any product is out of stock

function hasOutOfStockProduct(products) {

// Using some() to check if any product has a stock quantity of 0

return products.some(product => product.stockQuantity === 0);

}

// Check if any product is out of stock

const isOutOfStock = hasOutOfStockProduct(products);

console.log(isOutOfStock); // Output: true

Alternative solution using loop:

// Sample data: Array of products

const products = [

{ name: "Laptop", stockQuantity: 5 },

{ name: "Mouse", stockQuantity: 0 },

{ name: "Keyboard", stockQuantity: 7 }

];

// Function to check if any product is out of stock using a loop

function hasOutOfStockProduct(products) {

// Loop through each product in the products array

for (let i = 0; i < products.length; i++) {

// Check if the stock quantity of the product is 0

if (products[i].stockQuantity === 0) {

// Return true if an out-of-stock product is found

return true;

}

}

// Return false if no out-of-stock products are found

return false;

}

// Check if any product is out of stock

const isOutOfStock = hasOutOfStockProduct(products);

console.log(isOutOfStock); // Output: true

## Exercise 3: Check for Users from a Specific Country

**Problem Statement**:

Given an array of users, each with a name and a country, check if there's at least one user from "Canada".

const users = [

{ name: "John", country: "USA" },

{ name: "Jane", country: "Canada" },

{ name: "Doe", country: "UK" }

];

**Code Template**:

function hasUserFromCanada(users) {

// Use some() to check if there's at least one user from "Canada"

}

const hasCanadian = hasUserFromCanada(users);

console.log(hasCanadian);

**Expected Output**:

True

Solution:

// Sample data: Array of users

const users = [

{ name: "John", country: "USA" },

{ name: "Jane", country: "Canada" },

{ name: "Doe", country: "UK" }

];

// Function to check if there's at least one user from "Canada"

function hasUserFromCanada(users) {

// Using some() to check for at least one user from "Canada"

return users.some(user => user.country === "Canada");

}

// Check if there's a user from Canada

const hasCanadian = hasUserFromCanada(users);

console.log(hasCanadian); // Output: true

Alternative solution using loop:

// Sample data: Array of users

const users = [

{ name: 'John', country: 'USA' },

{ name: 'Jane', country: 'Canada' },

{ name: 'Doe', country: 'UK' },

]

// Function to check if there's at least one user from "Canada" using a loop

function hasUserFromCanada(users) {

// Loop through each user in the users array

for (let i = 0; i < users.length; i++) {

// Check if the user's country is "Canada"

if (users[i].country === 'Canada') {

// Return true if a user from Canada is found

return true

}

}

// Return false if no users from Canada are found

return false

}

// Check if there's a user from Canada using a loop

const hasCanadian = hasUserFromCanada(users)

console.log(hasCanadian) // Output: true

Exercise 4: Check for Expired Products

**Problem Statement**:

Given an array of products, each with a name and an expiryDate (in the format "YYYY-MM-DD"), check if any product has expired (current date is greater than expiry date).

const products = [

{ name: "Milk", expiryDate: "2023-01-01" },

{ name: "Bread", expiryDate: "2022-12-01" },

{ name: "Butter", expiryDate: "2023-02-15" }

];

**Code Template**:

function hasExpiredProduct(products) {

// Use some() to check if any product has expired

}

const hasExpired = hasExpiredProduct(products);

console.log(hasExpired);

**Expected Output** (depends on the current date):

true or false

Solution:

// Sample data: Array of products

const products = [

{ name: "Milk", expiryDate: "2023-01-01" },

{ name: "Bread", expiryDate: "2022-12-01" },

{ name: "Butter", expiryDate: "2023-02-15" }

];

// Function to check if any product has expired

function hasExpiredProduct(products) {

// Get the current date

const currentDate = new Date();

// Using some() to check for any expired product

return products.some(product => {

// Convert the expiry date string to a Date object

const expiryDate = new Date(product.expiryDate);

// Check if the expiry date is before the current date

return expiryDate < currentDate;

});

}

// Check if any product has expired

const hasExpired = hasExpiredProduct(products);

console.log(hasExpired); // Output: true or false (depends on the current date)

Alternative solution using loop:

// Sample data: Array of products

const products = [

{ name: 'Milk', expiryDate: '2023-01-01' },

{ name: 'Bread', expiryDate: '2022-12-01' },

{ name: 'Butter', expiryDate: '2023-02-15' },

]

// Function to check if any product has expired using a loop

function hasExpiredProduct(products) {

const currentDate = new Date()

for (let i = 0; i < products.length; i++) {

const expiryDate = new Date(products[i].expiryDate)

if (expiryDate < currentDate) {

return true // An expired product is found

}

}

return false // No expired products found

}

const hasExpired = hasExpiredProduct(products)

console.log(hasExpired) // Output: true or false (depends on the current date)

# every()

## Exercise 1: Check if All Users are Active

**Problem Statement**:

Given an array of users, each with a name and an isActive boolean property, check if all users are active.

const users = [

{ name: "John", isActive: true },

{ name: "Jane", isActive: true },

{ name: "Doe", isActive: true }

];

**Code Template**:

function areAllUsersActive(users) {

// Use every() to check if all users are active

}

const allActive = areAllUsersActive(users);

console.log(allActive);

**Expected Output**:

true

Solution:

// Sample data with users and their isActive status

const users = [

{ name: 'John', isActive: true },

{ name: 'Jane', isActive: true },

{ name: 'Doe', isActive: true },

]

// Function to check if all users are active

function areAllUsersActive(users) {

// The every() method checks if all elements in the array satisfy the condition provided by the callback function

return users.every(function (user) {

// Return the value of the isActive property for each user

// If any user is not active (isActive is false), the every() method will return false

// If all users are active (isActive is true for all), the every() method will return true

return user.isActive

})

}

// Call the areAllUsersActive function with the users array as its argument and store the result in allActive

const allActive = areAllUsersActive(users)

// Print the result to the console

console.log(allActive) // Expected: true

Alternative solution with loop:

// Sample data with users and their isActive status

const users = [

{ name: "John", isActive: true },

{ name: "Jane", isActive: true },

{ name: "Doe", isActive: true }

];

// Function to check if all users are active using a loop

function areAllUsersActive(users) {

// Use a traditional for loop to iterate over each user in the array

for (let i = 0; i < users.length; i++) {

// If the isActive property of the current user is false

if (users[i].isActive === false) {

// Return false immediately as we found an inactive user

return false;

}

}

// If the loop completes without finding an inactive user, return true

return true;

}

// Call the areAllUsersActive function with the users array as its argument and store the result in allActive

const allActive = areAllUsersActive(users);

// Print the result to the console

console.log(allActive); // Expected: true

## Exercise 2: Check if All Products are In Stock

**Problem Statement**:

Given an array of products, each with a name and a stockQuantity, check if all products have a stock quantity greater than 0.

const products = [

{ name: "Laptop", stockQuantity: 5 },

{ name: "Mouse", stockQuantity: 3 },

{ name: "Keyboard", stockQuantity: 7 }

];

**Code Template**:

function areAllProductsInStock(products) {

// Use every() to check if all products are in stock

}

const allInStock = areAllProductsInStock(products);

console.log(allInStock);

**Expected Output**:

True

Solution:

// Sample data: Array of products

const products = [

{ name: "Laptop", stockQuantity: 5 },

{ name: "Mouse", stockQuantity: 3 },

{ name: "Keyboard", stockQuantity: 7 }

];

// Function to check if all products are in stock

function areAllProductsInStock(products) {

// Using every() to check if every product's stockQuantity is greater than 0

return products.every(product => product.stockQuantity > 0);

}

// Check if all products are in stock

const allInStock = areAllProductsInStock(products);

console.log(allInStock); // Output: true

Alternative solution using loop:  
// Sample data: Array of products (same as above)

const products = [

{ name: "Laptop", stockQuantity: 5 },

{ name: "Mouse", stockQuantity: 3 },

{ name: "Keyboard", stockQuantity: 7 }

];

// Function to check if all products are in stock using a loop

function areAllProductsInStock(products) {

// Loop through each product in the products array

for (let i = 0; i < products.length; i++) {

// Check if the stock quantity of the product is not greater than 0

if (products[i].stockQuantity <= 0) {

return false; // A product is out of stock

}

}

return true; // All products are in stock

}

// Check if all products are in stock using a loop

const allInStock = areAllProductsInStock(products);

console.log(allInStock); // Output: true

## Exercise 3: Check if All Users are Above 18

**Problem Statement**:

Given an array of users, each with a name and an age, check if all users are above 18 years old.

const users = [

{ name: "John", age: 25 },

{ name: "Jane", age: 20 },

{ name: "Doe", age: 19 }

];

**Code Template**:

function areAllUsersAdult(users) {

// Use every() to check if all users are above 18

}

const allAdults = areAllUsersAdult(users);

console.log(allAdults);

**Expected Output**:

true

Solution:

// Sample data: Array of users

const users = [

{ name: "John", age: 25 },

{ name: "Jane", age: 20 },

{ name: "Doe", age: 19 }

];

// Function to check if all users are adults (above 18)

function areAllUsersAdult(users) {

// Using every() to check if every user's age is greater than 18

return users.every(user => user.age > 18);

}

// Check if all users are adults

const allAdults = areAllUsersAdult(users);

console.log(allAdults); // Output: true

Alternative solution using loop:

// Sample data: Array of users (same as above)

const users = [

{ name: "John", age: 25 },

{ name: "Jane", age: 20 },

{ name: "Doe", age: 19 }

];

// Function to check if all users are adults using a loop

function areAllUsersAdult(users) {

// Loop through each user in the users array

for (let i = 0; i < users.length; i++) {

// Check if the user's age is not greater than 18

if (users[i].age <= 18) {

return false; // A user is not an adult

}

}

return true; // All users are adults

}

// Check if all users are adults using a loop

const allAdults = areAllUsersAdult(users);

console.log(allAdults); // Output: true

String Methods

# charAt()

## Exercise 1: Extract Initials from Name

**Problem Statement**:

Given a name in the format "FirstName LastName", extract the initials using the charAt() method.

const name = "John Doe";

**Code Template**:

function getInitials(name) {

// Use charAt() to extract initials from the name

}

const initials = getInitials(name);

console.log(initials);

**Expected Output**:

JD

Solution:

// Sample data: A name

const name = 'John Doe'

// Function to extract initials using charAt()

function getInitials(name) {

// Split the name into its components

const parts = name.split(' ')

// Extract the first character of each part

return parts[0].charAt(0) + parts[1].charAt(0)

}

// Get the initials

const initials = getInitials(name)

console.log(initials) // Output: JD

Alternative solution using loop:

// Sample data: A name

const name = "John Doe";

// Function to extract initials using a loop

function getInitials(name) {

// Split the name into parts

const parts = name.split(" ");

// Initialize an empty string for the initials

let initials = "";

// Loop through each part of the name

for (let i = 0; i < parts.length; i++) {

// Add the first character of each part to the initials

initials += parts[i].charAt(0);

}

// Return the initials

return initials;

}

// Get the initials

const initials = getInitials(name);

console.log(initials); // Output: JD

## Exercise 2: Check First Letter of a Username

**Problem Statement**:

Given a username, check if the first letter is an uppercase letter using the charAt() method.

const username = "Admin123";

**Code Template**:

function isFirstLetterUppercase(username) {

// Use charAt() to check the first letter of the username

}

const isUppercase = isFirstLetterUppercase(username);

console.log(isUppercase);

**Expected Output**:

true

Solution:

// Sample data: A username

const username = "Admin123";

// Function to check if the first letter of the username is uppercase

function isFirstLetterUppercase(username) {

// Get the first character of the username

const firstChar = username.charAt(0);

// Check if the first character is the same as its uppercase version

return firstChar === firstChar.toUpperCase();

}

// Check if the first letter is uppercase

const isUppercase = isFirstLetterUppercase(username);

console.log(isUppercase); // Output: true

Alternative solution using loop:

// Sample data: A username

const username = "Admin123";

// Function to check if the first letter of the username is uppercase using a loop

function isFirstLetterUppercase(username) {

// Loop through the first character of the username

for (let i = 0; i < 1; i++) {

// Check if the first character is the same as its uppercase version

return username[i] === username[i].toUpperCase();

}

}

// Check if the first letter is uppercase

const isUppercase = isFirstLetterUppercase(username);

console.log(isUppercase); // Output: true

## Exercise 3: Extract File Extension

**Problem Statement**:

Given a filename, extract the last character to determine the file type using the charAt() method.

const filename = "document.txt";

**Code Template**:

function getFileType(filename) {

// Use charAt() to extract the last character of the filename

}

const fileType = getFileType(filename);

console.log(fileType);

**Expected Output**:

t

Solution:

// Sample data: A filename

const filename = "document.txt";

// Function to extract the last character of the filename

function getFileType(filename) {

// Use charAt() with length - 1 to get the last character

return filename.charAt(filename.length - 1);

}

// Get the file type

const fileType = getFileType(filename);

console.log(fileType); // Output: t

Alternative solution using loop:

// Sample data: A filename

const filename = 'document.txt'

function getFileType(filename) {

// Initialize a variable to store the last character

let lastChar = ''

// Loop through each character in the filename

for (let i = 0; i < filename.length; i++) {

// Assign the current character to lastChar

lastChar = filename[i]

}

// Return the last character

return lastChar

}

// Get the file type

const fileType = getFileType(filename)

console.log(fileType) // Output: t

# indexOf()

## Exercise 1: Check if Email Contains '@' Symbol

**Problem Statement**:

Given an email address, check if it contains the '@' symbol using the indexOf() method.

const email = "john.doe@example.com";

**Code Template**:

function isValidEmail(email) {

// Use indexOf() to check if email contains '@' symbol

}

const isValid = isValidEmail(email);

console.log(isValid);

**Expected Output**:

true

Solution:

// Sample data: An email address

const email = "john.doe@example.com";

// Function to check if the email contains the '@' symbol

function isValidEmail(email) {

// Use indexOf() to find the index of '@' in the email

return email.indexOf('@') !== -1;

}

// Check if the email is valid

const isValid = isValidEmail(email);

console.log(isValid); // Output: true

Alternative solution using loop:

// Sample data: An email address

const email = 'john.doe@example.com'

// Function to check if the email contains the '@' symbol using a loop

function isValidEmail(email) {

// Loop through each character in the email

for (let i = 0; i < email.length; i++) {

// Check if the current character is '@'

if (email[i] === '@') {

return true // '@' symbol is found

}

}

return false // '@' symbol is not found

}

// Check if the email is valid

const isValid = isValidEmail(email)

console.log(isValid) // Output: true

## Exercise 2: Find Position of Substring

**Problem Statement**:

Given a sentence, find the position of the word "JavaScript" using the indexOf() method.

const sentence = "I love programming in JavaScript!";

**Code Template**:

function findPosition(sentence) {

// Use indexOf() to find the position of "JavaScript"

}

const position = findPosition(sentence);

console.log(position);

**Expected Output**:

22

Solution:

// Sample data: A sentence

const sentence = "I love programming in JavaScript!";

// Function to find the position of "JavaScript" in the sentence

function findPosition(sentence) {

// Use indexOf() to find the index of "JavaScript"

return sentence.indexOf("JavaScript");

}

// Find the position of "JavaScript"

const position = findPosition(sentence);

console.log(position); // Output: 22

Alternative solution using loop:

// Sample data: A sentence

const sentence = 'I love programming in JavaScript!'

// Function to find the position of "JavaScript" in the sentence using a loop

function findPosition(sentence) {

// The word to find

const word = 'JavaScript'

// Loop through each character in the sentence

for (let i = 0; i <= sentence.length - word.length; i++) {

// Check if the substring from the current position matches "JavaScript"

if (sentence.substring(i, i + word.length) === word) {

return i // Position of "JavaScript" found

}

}

return -1 // "JavaScript" not found

}

// Find the position of "JavaScript"

const position = findPosition(sentence)

console.log(position) // Output: 22

## Exercise 3: Check Protocol of a URL

**Problem Statement**:

Given a URL, check if it uses the "https" protocol using the indexOf() method.

const url = "https://www.example.com";

**Code Template**:

function usesHttps(url) {

// Use indexOf() to check if URL starts with "https"

}

const isHttps = usesHttps(url);

console.log(isHttps);

**Expected Output**:

true

Solution:

// Sample data: A URL

const url = "https://www.example.com";

// Function to check if the URL uses "https" protocol

function usesHttps(url) {

// Check if the URL starts with "https"

return url.indexOf("https://") === 0;

}

// Check if the URL is https

const isHttps = usesHttps(url);

console.log(isHttps); // Output: true

Alternative solution using loop:

// Sample data: A URL (same as above)

const url = "https://www.example.com";

// Function to check if the URL uses "https" protocol using a loop

function usesHttps(url) {

const protocol = "https://";

for (let i = 0; i < protocol.length; i++) {

if (url[i] !== protocol[i]) {

return false; // The URL does not start with "https"

}

}

return true; // The URL starts with "https"

}

// Check if the URL is https using a loop

const isHttps = usesHttps(url);

console.log(isHttps); // Output: true

# lastIndexOf()

## Exercise 1: Find Last Occurrence of a Word

**Problem Statement**:

Given a sentence, find the last occurrence of the word "apple" using the lastIndexOf() method.

const sentence = "I ate an apple. Then I bought another apple.";

**Code Template**:

function findLastOccurrence(sentence) {

// Use lastIndexOf() to find the last occurrence of "apple"

}

const lastPosition = findLastOccurrence(sentence);

console.log(lastPosition);

**Expected Output**:

38

Solution:

// Sample data: A sentence

const sentence = "I ate an apple. Then I bought another apple.";

// Function to find the last occurrence of "apple"

function findLastOccurrence(sentence) {

// Using lastIndexOf() to find the last index of "apple"

return sentence.lastIndexOf("apple");

}

// Finding the last position of "apple"

const lastPosition = findLastOccurrence(sentence);

console.log(lastPosition); // Expected Output: 38

Alternative solution using loop:

// Sample data: A sentence

const sentence = "I ate an apple. Then I bought another apple.";

// Function to find the last occurrence of "apple" using a loop

function findLastOccurrence(sentence) {

let lastPosition = -1;

// Loop through the sentence

for (let i = 0; i <= sentence.length - "apple".length; i++) {

// Extract the substring from the current position

const substring = sentence.substring(i, i + "apple".length);

// Check if the substring matches "apple"

if (substring === "apple") {

// Update the last position of "apple"

lastPosition = i;

}

}

return lastPosition;

}

// Finding the last position of "apple"

const lastPosition = findLastOccurrence(sentence);

console.log(lastPosition); // Expected Output: 38

## Exercise 2: Check File Extension

**Problem Statement**:

Given a filename, extract its extension using the lastIndexOf() method.

const filename = "document.pdf";

**Code Template**:

function getFileExtension(filename) {

// Use lastIndexOf() to extract the file extension

}

const extension = getFileExtension(filename);

console.log(extension);

**Expected Output**:

pdf

Solution:

// Sample data: A filename

const filename = "document.pdf";

// Function to extract the file extension

function getFileExtension(filename) {

// Find the last index of '.'

const index = filename.lastIndexOf('.');

// Extract the substring from after the '.' to the end

// If there is no '.', return an empty string

return index !== -1 ? filename.substring(index + 1) : '';

}

// Get the file extension

const extension = getFileExtension(filename);

console.log(extension); // Expected Output: pdf

Alternative solution using loop:

// Sample data: A filename

const filename = 'document.pdf'

function getFileExtension(filename) {

let extension = ''

let i = filename.length - 1

// Loop backwards through the filename

while (i >= 0 && filename[i] !== '.') {

// Prepend the current character to the extension

extension = filename[i] + extension

i--

}

return extension

}

// Get the file extension

const extension = getFileExtension(filename)

console.log(extension) // Expected Output: pdf

## Exercise 3: Extract Domain from Email

**Problem Statement**:

Given an email address, extract the domain using the lastIndexOf() method.

const email = "john.doe@example.com";

**Code Template**:

function getEmailDomain(email) {

// Use lastIndexOf() to extract the domain from the email

}

const domain = getEmailDomain(email);

console.log(domain);

**Expected Output**:

example.com

Solution:

// Sample data: An email address

const email = "john.doe@example.com";

// Function to extract the domain from the email

function getEmailDomain(email) {

// Find the last index of '@'

const index = email.lastIndexOf('@');

// Extract the substring from after the '@' to the end

return index !== -1 ? email.substring(index + 1) : '';

}

// Get the email domain

const domain = getEmailDomain(email);

console.log(domain); // Expected Output: example.com

Alternative solution using loop:

// Sample data: An email address

const email = 'john.doe@example.com'

// Function to extract the domain from the email

function getEmailDomain(email) {

let domain = ''

let i = email.length - 1

// Loop backwards through the email

while (i >= 0) {

if (email[i] === '@') {

// Once '@' is found, break the loop

break

}

// Prepend the current character to the domain

domain = email[i] + domain

i--

}

return domain

}

// Get the email domain

const domain = getEmailDomain(email)

console.log(domain) // Expected Output: example.com

# slice()

## Exercise 1: Extract Username from Email

**Problem Statement**:

Given an email address, extract the username using the slice() method.

|  |
| --- |
| const email = "john.doe@example.com"; |

**Code Template**:

|  |
| --- |
| function getUsername(email) {  // Use slice() to extract the username from the email } const username = getUsername(email); console.log(username); |

**Expected Output**:

|  |
| --- |
| John.doe |

Solution:

|  |
| --- |
| **function** **getUserName**(email) {  **const** indexOfAt = email.indexOf('@')  **const** userName = email.slice(0, indexOfAt)  **return** userName } **const** email = 'john.doe@example.com' **const** userName = getUserName(email) console.log(userName) |

**Alternative solutions:**

*Solution using ‘For’ loop:*

|  |
| --- |
| **function** **getUserName**(email) {  **let** userName = ''  **for** (**let** i = 0; i < email.length; i++) {  **if** (email[i] === '@') {  **break**  }  userName += email[i]  }  **return** userName } **const** email = 'john.doe@example.com' **const** userName = getUserName(email) console.log(userName) |

*Solution using ‘Array’ and ‘For’ loop:*

|  |
| --- |
| **function** **getUserName**(email) {  **let** userName = ''  **const** emailArray = email.split('')  **for** (**let** i = 0; i < emailArray.length; i++) {  **if** (emailArray[i] === '@') {  **break**  }  userName += emailArray[i]  }  **return** userName } **const** email = 'john.doe@example.com' **const** userName = getUserName(email) console.log(userName) |

## Exercise 2: Get First Name from Full Name

**Problem Statement**:

Given a full name, extract the first name using the slice() method.

|  |
| --- |
| **const** fullName = "John Doe"; |

**Code Template**:

|  |
| --- |
| function getFirstName(fullName) {  *// Use slice() to extract the first name from the full name* } const firstName = getFirstName(fullName); console.log(firstName); |

**Expected Output**:

John

**Solution:**

|  |
| --- |
| *// Define a string constant named 'fullName' with the value 'John Doe'* **const** fullName = 'John Doe'  *// Define a function named 'getFirstName' that takes a parameter 'fullName'* **function** **getFirstName**(fullName) {  *// Use the 'indexOf' method to find the position of the first space character in 'fullName'*  *// and store it in a constant named 'indexOfSpace'*  **const** indexOfSpace = fullName.indexOf(' ')   *// Use the 'slice' method to extract a substring from 'fullName'*  *// that starts at index 0 and ends at 'indexOfSpace',*  *// and store it in a constant named 'firstName'*  **const** firstName = fullName.slice(0, indexOfSpace)   *// Return the 'firstName' string as the result of the function*  **return** firstName } |

Alternative Solutions:

Solution using ‘For’ loop:

|  |
| --- |
| Define a string constant named 'fullName' **with** the value 'John Doe' **const** fullName = 'John Doe';  *// Define a function named 'getFirstName' that takes a parameter 'fullName'* **function** **getFirstName**(fullName) {  *// Initialize an empty string variable 'firstName' to store the first name*  **let** firstName = '';   *// Use a 'for' loop to iterate through each character of the 'fullName' string*  **for** (**let** i = 0; i < fullName.length; i++) {  *// Check if the current character is a space (' ')*  **if** (fullName[i] === ' ') {  *// If it is, break out of the loop early,*  *// because we've reached the end of the first name*  **break**;  }  *// If it's not a space, concatenate (add) the current character to 'firstName'*  firstName += fullName[i];  }  *// Return the 'firstName' string as the result of the function*  **return** firstName; }  *// Call the 'getFirstName' function with 'fullName' as an argument and* *// store the result in a new constant named 'firstName'* **const** firstName = getFirstName(fullName);  *// Output the 'firstName' to the console* console.log(firstName); |

## Exercise 3: Extract Protocol from URL

**Problem Statement**:

Given a URL, extract the protocol (e.g., "http", "https") using the slice() method.

|  |
| --- |
| **const** url = "https://www.example.com"; |

**Code Template**:

|  |
| --- |
| **function** **getProtocol**(url) {  *// Use slice() to extract the protocol from the URL* } **const** protocol = getProtocol(url); console.log(protocol); |

**Expected Output**:

https

# split()

#### Exercise 1: Split Sentence into Words

Problem Statement:  
Given a sentence, split it into an array of words using the split() method.

const sentence = "JavaScript is fun";

function splitSentence(sentence) {

// Use split() to create an array of words

}

const words = splitSentence(sentence);

console.log(words);

Expected Output:  
["JavaScript", "is", "fun"]

Solution:

// Sample data: A sentence

const sentence = "JavaScript is fun";

// Function to split the sentence into an array of words

function splitSentence(sentence) {

// Splitting the sentence on spaces

return sentence.split(' ');

}

// Splitting the sentence into words

const words = splitSentence(sentence);

console.log(words); // Expected Output: ["JavaScript", "is", "fun"]

Alternative solution using loop:

// Sample data: A sentence

const sentence = "JavaScript is fun";

// Function to split the sentence into an array of words using a loop

function splitSentence(sentence) {

let words = [];

let currentWord = "";

// Loop through each character in the sentence

for (let i = 0; i < sentence.length; i++) {

if (sentence[i] === ' ' || i === sentence.length - 1) {

// Add the last character to the current word if it's the end of the sentence

if (i === sentence.length - 1) {

currentWord += sentence[i];

}

// Add the current word to the words array and reset currentWord

if (currentWord.length > 0) {

words.push(currentWord);

currentWord = "";

}

} else {

// Build the current word

currentWord += sentence[i];

}

}

return words;

}

// Splitting the sentence into words

const words = splitSentence(sentence);

console.log(words); // Expected Output: ["JavaScript", "is", "fun"]

#### **[Exercise 2: Split CSV Line](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "exercise-2-split-csv-line)**

Problem Statement:  
Given a string representing a line from a CSV file, split it into an array using the split() method.

const csvLine = "John,Doe,30,Male,Engineer";

function splitCsvLine(line) {

// Use split() to create an array from the CSV line

}

const values = splitCsvLine(csvLine);

console.log(values);

Expected Output:  
["John", "Doe", "30", "Male", "Engineer"]

Solution:

// Sample data: A line from a CSV file

const csvLine = "John,Doe,30,Male,Engineer";

// Function to split the CSV line into an array

function splitCsvLine(line) {

// Splitting the line on commas

return line.split(',');

}

// Splitting the CSV line into values

const values = splitCsvLine(csvLine);

console.log(values); // Expected Output: ["John", "Doe", "30", "Male", "Engineer"]

Alternative solution using loop:

// Sample data: A line from a CSV file

const csvLine = "John,Doe,30,Male,Engineer";

// Function to manually parse the CSV line into an array

function splitCsvLine(line) {

let values = [];

let currentElement = "";

// Loop through each character in the line

for (let i = 0; i < line.length; i++) {

if (line[i] === ',' || i === line.length - 1) {

// Append the last character if it's the end of the line

if (i === line.length - 1) {

currentElement += line[i];

}

// Add the current element to the values array

values.push(currentElement);

// Reset currentElement for the next element

currentElement = "";

} else {

// Build the current element

currentElement += line[i];

}

}

return values;

}

// Parsing the CSV line into values

const values = splitCsvLine(csvLine);

console.log(values); // Expected Output: ["John", "Doe", "30", "Male", "Engineer"]

#### **[Exercise 3: Split URL Parameters](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "exercise-3-split-url-parameters)**

Problem Statement:  
Given a URL query string, split it into key-value pairs using the split() method.

const queryString = "name=John&age=30&gender=Male";

function splitQueryString(query) {

// Use split() to create an array of key-value pairs

}

const parameters = splitQueryString(queryString);

console.log(parameters);

Expected Output:  
["name=John", "age=30", "gender=Male"]

Solution:

// Sample data: A URL query string

const queryString = "name=John&age=30&gender=Male";

// Function to split the query string into an array of key-value pairs

function splitQueryString(query) {

// Splitting the query string on '&'

return query.split('&');

}

// Splitting the query string into parameters

const parameters = splitQueryString(queryString);

console.log(parameters); // Expected Output: ["name=John", "age=30", "gender=Male"]

Alternative solution using loop:

// Sample data: A URL query string

const queryString = 'name=John&age=30&gender=Male'

// Function to manually parse the query string into an array of key-value pairs

function splitQueryString(query) {

let parameters = []

let currentPair = ''

// Loop through each character in the query string

for (let i = 0; i < query.length; i++) {

if (query[i] === '&' || i === query.length - 1) {

// Append the last character if it's the end of the query string

if (i === query.length - 1) {

currentPair += query[i]

}

// Add the current pair to the parameters array

parameters.push(currentPair)

// Reset currentPair for the next key-value pair

currentPair = ''

} else {

// Build the current key-value pair

currentPair += query[i]

}

}

return parameters

}

// Parsing the query string into parameters

const parameters = splitQueryString(queryString)

console.log(parameters) // Expected Output: ["name=John", "age=30", "gender=Male"]

# [replace()](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "replace)

#### **[Exercise 1: Replace Placeholder](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "exercise-1-replace-placeholder)**

Problem Statement:  
Given a template string, replace the placeholder {name} with a given name using the replace() method.

const template = "Hello, {name}!";

const name = "John";

function replacePlaceholder(template, name) {

// Use replace() to substitute {name} with the actual name

}

const greeting = replacePlaceholder(template, name);

console.log(greeting);

Expected Output:  
Hello, John!

Solution:

// Sample data: A template string and a name

const template = "Hello, {name}!";

const name = "John";

// Function to replace the placeholder with the given name

function replacePlaceholder(template, name) {

// Using replace() to substitute {name} with the actual name

return template.replace("{name}", name);

}

// Replacing the placeholder and creating the greeting

const greeting = replacePlaceholder(template, name);

console.log(greeting); // Expected Output: Hello, John!

Alternative solution using loop:

// Sample data: A template string and a name

const template = 'Hello, {name}!'

const name = 'John'

// Function to manually replace the placeholder using a loop

function replacePlaceholder(template, name) {

let result = '' // Initialize an empty string to build the result

let isPlaceholder = false // Flag to track if we are within the placeholder

// Loop through each character in the template string

for (let i = 0; i < template.length; i++) {

if (template[i] === '{') {

// When we find an opening brace, set the flag to true

isPlaceholder = true

// Append the name to the result, replacing the placeholder

result += name

} else if (template[i] === '}') {

// When we find a closing brace, set the flag to false

isPlaceholder = false

continue // Skip adding the closing brace to the result

} else if (!isPlaceholder) {

// If not currently in a placeholder, append the character to the result

result += template[i]

}

// If we are inside a placeholder, we skip adding characters until we find the closing brace

}

return result // Return the final string with the placeholder replaced

}

// Creating the greeting by manually replacing the placeholder

const greeting = replacePlaceholder(template, name)

console.log(greeting) // Expected Output: Hello, John!

#### **[Exercise 2: Replace Spaces with Dashes](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "exercise-2-replace-spaces-with-dashes)**

Problem Statement:  
Given a string, replace all spaces with dashes using the replace() method.

const string = "JavaScript is fun";

function replaceSpaces(string) {

// Use replace() to substitute spaces with dashes

}

const dashedString = replaceSpaces(string);

console.log(dashedString);

Expected Output:  
JavaScript-is-fun

Solution:

// Sample data: A string

const string = "JavaScript is fun";

// Function to replace all spaces with dashes

function replaceSpaces(string) {

// Using replace() with a regular expression to match all spaces

// The '/ /g' is a regular expression where:

// ' ' (space) is the pattern to match

// 'g' is the global modifier to match all occurrences of the pattern

return string.replace(/ /g, '-');

}

// Replace spaces with dashes

const dashedString = replaceSpaces(string);

console.log(dashedString); // Expected Output: JavaScript-is-fun

Alternative solution using loop:

// Sample data: A string

const string = "JavaScript is fun";

// Function to replace all spaces with dashes using a loop

function replaceSpaces(string) {

let result = ""; // Initialize an empty string to build the result

// Loop through each character in the string

for (let i = 0; i < string.length; i++) {

if (string[i] === ' ') {

// If the current character is a space, append a dash to the result

result += '-';

} else {

// Otherwise, append the current character to the result

result += string[i];

}

}

return result; // Return the final string with spaces replaced by dashes

}

// Replace spaces with dashes

const dashedString = replaceSpaces(string);

console.log(dashedString); // Expected Output: JavaScript-is-fun

#### **[Exercise 3: Replace Domain in Email Address](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "exercise-3-replace-domain-in-email-address)**

Problem Statement:  
Given an email address, replace the domain with a new domain using the replace() method.

const email = "john.doe@example.com";

const newDomain = "newdomain.com";

function replaceDomain(email, newDomain) {

// Use replace() to substitute the old domain with the new domain

}

const newEmail = replaceDomain(email, newDomain);

console.log(newEmail);

Expected Output:  
john.doe@newdomain.com

Solution:

// Sample data: An email address and a new domain

const email = "john.doe@example.com";

const newDomain = "newdomain.com";

// Function to replace the domain of an email address

function replaceDomain(email, newDomain) {

// Extract the local part of the email (before the '@')

const localPart = email.split('@')[0];

// Use replace() to substitute the entire domain part with the new domain

// Here, replace() is used to replace the original email's domain (after '@') with the newDomain

return localPart + "@" + newDomain;

}

// Replace the domain in the email

const newEmail = replaceDomain(email, newDomain);

console.log(newEmail); // Expected Output: john.doe@newdomain.com

Alternative solution using loop:

// Sample data: An email address and a new domain

const email = "john.doe@example.com";

const newDomain = "newdomain.com";

// Function to manually replace the domain of an email address

function replaceDomain(email, newDomain) {

let atIndex = -1; // Variable to store the index of '@' in the email

// Loop to find the index of '@' in the email

for (let i = 0; i < email.length; i++) {

if (email[i] === '@') {

atIndex = i;

break; // Break the loop once '@' is found

}

}

// If '@' is not found, return the original email

if (atIndex === -1) return email;

// Extract the local part (before '@') and concatenate with the new domain

const localPart = email.substring(0, atIndex);

return localPart + "@" + newDomain;

}

// Replace the domain in the email

const newEmail = replaceDomain(email, newDomain);

console.log(newEmail); // Expected Output: john.doe@newdomain.com

# trim()

#### **Exercise 1: Trim Whitespace**

Problem Statement:  
Given a string with leading and trailing whitespace, remove the whitespace using the trim() method.

const string = " JavaScript is fun ";

function trimWhitespace(string) {

// Use trim() to remove leading and trailing whitespace

}

const trimmedString = trimWhitespace(string);

console.log(trimmedString);

Expected Output:  
JavaScript is fun

Solution:

|  |
| --- |
| *// Define a sample string with leading and trailing spaces.* **const** string = ' JavaScript is fun ';  *// Define a function to trim leading and trailing whitespace from a given string.* **function** **trimWhitespace**(string) {  *// The trim() method returns a new string with both leading and trailing whitespace removed.*  *// It doesn't modify the original string.*  **return** string.trim(); }  *// Call the trimWhitespace function with the sample string and store the result.* **const** trimmedString = trimWhitespace(string);  *// Display the trimmed string in the console.* console.log(trimmedString); |

Alternative Solution with loop:

|  |
| --- |
| *// Define a sample string with leading and trailing spaces.* **const** string = ' Javascript is fun '  *// Define a function to trim leading and trailing whitespace from a given string.* **function** **trimWhitespace**(string) {  *// Initialize startIndex at the beginning of the string.*  **let** startIndex = 0   *// Initialize endIndex at the end of the string.*  **let** endIndex = string.length - 1   *// Increment startIndex as long as the character at the current startIndex is a space.*  *// This loop will stop when it finds the first non-space character or reaches the end of the string.*  **while** (string[startIndex] === ' ') {  startIndex++  }   *// Decrement endIndex as long as the character at the current endIndex is a space.*  *// This loop will stop when it finds the last non-space character or reaches the beginning of the string.*  **while** (string[endIndex] === ' ') {  endIndex--  }   *// Extract the substring from startIndex to endIndex using the slice method.*  *// Since slice does not include the character at the endIndex, we add 1 to include it.*  **const** finalString = string.slice(startIndex, endIndex + 1)   *// Return the trimmed string.*  **return** finalString }  *// Call the trimWhitespace function with the sample string and store the result.* **const** trimmedString = trimWhitespace(string)  *// Display the trimmed string in the console.* console.log(trimmedString) |

#### **[Exercise 2: Log Trimmed Input](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "exercise-2-log-trimmed-input)**

Problem Statement:  
Given a user input string, log the trimmed input using the trim() method.

const userInput = " User input with spaces ";

function logTrimmedInput(input) {

// Use trim() and log the trimmed input

}

const trimmedInput = logTrimmedInput(userInput);

console.log(trimmedInput)

Expected Output:  
User input with spaces

Solution:

|  |
| --- |
| *// Define a string representing user input, which has leading and trailing spaces.* **const** userInput = ' User input with spaces ';  *// Define a function to trim leading and trailing whitespace from a given input.* **function** **logTrimmedInput**(input) {  *// The trim() method returns a new string with both leading and trailing whitespace removed.*  *// It doesn't modify the original string. However, the function is currently always returning the*   *// trimmed version of the `userInput` variable regardless of its `input` parameter.*  **return** userInput.trim(); }  *// Call the logTrimmedInput function with the userInput string and store the result.* **const** trimmedInput = logTrimmedInput(userInput);  *// Display the trimmed userInput string in the console.* console.log(trimmedInput); |

Alternative solution with loop:

|  |
| --- |
| *// Define a string representing user input, which has leading and trailing spaces.* **const** userInput = ' User input with spaces ';  *// Define a function to trim leading and trailing whitespace from a given input.* **function** **logTrimmedInput**(input) {  *// Initialize startIndex at the beginning of the userInput string.*  **let** startIndex = 0;    *// Initialize endIndex at the end of the userInput string.*  **let** endIndex = userInput.length - 1;   *// Increment startIndex as long as the character at the current index of userInput is a space.*  *// This loop will stop when it finds the first non-space character or reaches the end of the string.*  **while** (userInput[startIndex] === ' ') {  startIndex++;  }   *// Decrement endIndex as long as the character at the current index of userInput is a space.*  *// This loop will stop when it finds the last non-space character or reaches the beginning of the string.*  **while** (userInput[endIndex] === ' ') {  endIndex--;  }   *// Extract the substring from startIndex to endIndex using the slice method.*  *// Since slice does not include the character at the endIndex, we add 1 to include it.*  **const** trimmedInput = userInput.slice(startIndex, endIndex + 1);    *// Return the trimmed userInput string.*  **return** trimmedInput; }  *// Call the logTrimmedInput function with the userInput string and store the result.* **const** trimmedInput = logTrimmedInput(userInput);  *// Display the trimmed userInput string in the console.* console.log(trimmedInput); |

#### **[Exercise 3: Validate Non-empty Input](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "exercise-3-validate-non-empty-input)**

Problem Statement:  
Given a user input string, validate that it is non-empty after trimming using the trim() method.

const userInput = " ";

function isValidInput(input) {

// Use trim() to validate non-empty input

}

const isValid = isValidInput(userInput);

console.log(isValid);

Expected Output:  
false

Solution:

// Sample data: A user input string

const userInput = " ";

// Function to validate non-empty input after trimming

function isValidInput(input) {

// Using trim() to remove whitespace from both ends of the input

// Check if the trimmed input is not an empty string

return input.trim() !== '';

}

// Validate the user input

const isValid = isValidInput(userInput);

console.log(isValid); // Expected Output: false

Alternative solution using loop:

// Sample data: A user input string

const userInput = " ";

// Function to validate non-empty input without using trim()

function isValidInput(input) {

// Loop through each character in the input

for (let i = 0; i < input.length; i++) {

// Check if the current character is not a whitespace character

if (input[i] !== ' ' && input[i] !== '\n' && input[i] !== '\t' && input[i] !== '\r') {

return true; // Found a non-whitespace character, so input is valid

}

}

return false; // No non-whitespace character found, so input is invalid

}

// Validate the user input

const isValid = isValidInput(userInput);

console.log(isValid); // Expected Output: false

# [toUpperCase()](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "touppercase)

#### **[Exercise 1: Convert to Uppercase](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "exercise-1-convert-to-uppercase)**

Problem Statement:  
Given a string, convert it to uppercase using the toUpperCase() method.

const string = "javascript";

function convertToUppercase(string) {

// Use toUpperCase() to convert the string

}

const uppercasedString = convertToUppercase(string);

console.log(uppercasedString);

Expected Output:  
JAVASCRIPT

Solution:

|  |
| --- |
| *// Declare a constant named 'string' and assign the value 'javascript' to it.* **const** string = 'javascript';  *// Define a function named 'convertToUppercase' that takes a single argument 'string'.* **function** **convertToUppercase**(string) {  *// Use the built-in toUpperCase() method to convert the entire input string to uppercase.*  *// Return the uppercase version of the string.*  **return** string.toUpperCase(); }  *// Call the 'convertToUppercase' function with the 'string' constant as an argument.* *// Store the result, which will be the uppercase version of the string, in the 'uppercasedString' constant.* **const** uppercasedString = convertToUppercase(string);  *// Output the 'uppercasedString' to the console.* console.log(uppercasedString); *// Expected Output: JAVASCRIPT* |

Alternative solution using loop and ASCII

// Initialize a constant 'string' with the value 'javascript'.

const string = 'javascript'

// Define a function named 'convertToUppercase' that takes a single argument 'str'.

function convertToUppercase(str) {

// Create an empty string 'convertedText' to store the converted uppercase characters.

let convertedText = ''

// Loop through each character of the input string 'str'.

for (let i = 0; i < str.length; i++) {

// Get the ASCII value of the current character using charCodeAt() method.

const charCode = str.charCodeAt(i)

// Check if the ASCII value of the current character is within the range of lowercase letters.

// ASCII values for 'a' is 97 and for 'z' is 122.

if (charCode >= 97 && charCode <= 122) {

// If the current character is a lowercase letter, subtract 32 from its ASCII value.

// This is because the ASCII difference between uppercase and lowercase letters is 32.

// Then convert this new ASCII value back to a character using String.fromCharCode() method.

convertedText += String.fromCharCode(charCode - 32)

} else {

// If the current character is not a lowercase letter, append it as is to 'convertedText'.

convertedText += str[i]

}

}

// After processing all characters, return the 'convertedText' string.

return convertedText

}

// Call the 'convertToUppercase' function with the initial 'string' and store the result in 'uppercasedString'.

const uppercasedString = convertToUppercase(string)

// Output the 'uppercasedString' to the console.

console.log(uppercasedString) // Outputs: JAVASCRIPT

#### **[Exercise 2: Uppercase First Letter](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "exercise-2-uppercase-first-letter)**

Problem Statement:  
Given a string, convert the first letter to uppercase using the toUpperCase() method.

const string = "javascript";

function uppercaseFirstLetter(string) {

// Use toUpperCase() on the first letter

}

const capitalizedString = uppercaseFirstLetter(string);

console.log(capitalizedString);

Expected Output:  
Javascript

Solution:

// Sample data: A string

const string = "javascript";

// Function to uppercase the first letter of the string

function uppercaseFirstLetter(string) {

// Check if the string is not empty

if (string) {

// Convert the first letter to uppercase and concatenate with the rest of the string

return string.charAt(0).toUpperCase() + string.slice(1);

}

return string;

}

// Convert the first letter to uppercase

const capitalizedString = uppercaseFirstLetter(string);

console.log(capitalizedString); // Expected Output: Javascript

Alternative solution using loop:

// Sample data: A string

const string = "javascript";

// Function to uppercase the first letter of the string using a loop

function uppercaseFirstLetter(string) {

let result = "";

// Loop through each character in the string

for (let i = 0; i < string.length; i++) {

// Check if it's the first character

if (i === 0) {

// Convert the first character to uppercase

result += string[i].toUpperCase();

} else {

// Add the rest of the characters as they are

result += string[i];

}

}

return result;

}

// Convert the first letter to uppercase

const capitalizedString = uppercaseFirstLetter(string);

console.log(capitalizedString); // Expected Output: Javascript

#### **[Exercise 3: Uppercase Log Level](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "exercise-3-uppercase-log-level)**

Problem Statement:  
Given a log level string, log it in uppercase using the toUpperCase() method.

const logLevel = "info";

function logUppercaseLevel(level) {

// Use toUpperCase() and log the level

}

logUppercaseLevel(logLevel);

Expected Output:  
INFO

Solution:

// Sample data: A log level string

const logLevel = "info";

// Function to log the level in uppercase

function logUppercaseLevel(level) {

// Convert the level to uppercase

const upperCaseLevel = level.toUpperCase();

// Log the uppercase level

console.log(upperCaseLevel);

}

// Log the level in uppercase

logUppercaseLevel(logLevel); // Expected Output: INFO

Alternative solution using loop:

// Sample data: A log level string

const logLevel = "info";

// Function to log the level in uppercase without using toUpperCase()

function logUppercaseLevel(level) {

let upperCaseLevel = "";

// Loop through each character in the level string

for (let i = 0; i < level.length; i++) {

// Get the ASCII code of the current character

const charCode = level.charCodeAt(i);

// Check if the character is a lowercase letter

if (charCode >= 97 && charCode <= 122) {

// Convert to uppercase by subtracting 32 from the ASCII code

upperCaseLevel += String.fromCharCode(charCode - 32);

} else {

// If it's not a lowercase letter, add the character as is

upperCaseLevel += level[i];

}

}

// Log the uppercase level

console.log(upperCaseLevel);

}

// Log the level in uppercase using the alternative method

logUppercaseLevel(logLevel); // Expected Output: INFO

# [toLowerCase()](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "tolowercase)

#### **[Exercise 1: Convert to Lowercase](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "exercise-1-convert-to-lowercase)**

Problem Statement:  
Given a string, convert it to lowercase using the toLowerCase() method.

const string = "JAVASCRIPT";

function convertToLowercase(string) {

// Use toLowerCase() to convert the string

}

const lowercasedString = convertToLowercase(string);

console.log(lowercasedString);

Expected Output:  
javascript

Solution:

// Sample data: A string

const string = "JAVASCRIPT";

// Function to convert the string to lowercase

function convertToLowercase(string) {

// Converting the string to lowercase

return string.toLowerCase();

}

// Convert the string to lowercase

const lowercasedString = convertToLowercase(string);

console.log(lowercasedString); // Expected Output: javascript

Alternative solution using loop:

// Sample data: A string

const string = "JAVASCRIPT";

// Function to convert the string to lowercase manually

function convertToLowercase(string) {

let lowercasedString = "";

// Loop through each character in the string

for (let i = 0; i < string.length; i++) {

// Get the ASCII code of the current character

const charCode = string.charCodeAt(i);

// Check if the character is an uppercase letter

if (charCode >= 65 && charCode <= 90) {

// Convert to lowercase by adding 32 to the ASCII code

lowercasedString += String.fromCharCode(charCode + 32);

} else {

// If it's not an uppercase letter, add the character as is

lowercasedString += string[i];

}

}

return lowercasedString;

}

// Convert the string to lowercase using the alternative method

const lowercasedString = convertToLowercase(string);

console.log(lowercasedString); // Expected Output: javascript

#### **[Exercise 2: Lowercase Email Address](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "exercise-2-lowercase-email-address)**

Problem Statement:  
Given an email address, convert it to lowercase to standardize it using the toLowerCase() method.

const email = "John.Doe@Example.com";

function lowercaseEmail(email) {

// Use toLowerCase() to convert the email address

}

const standardizedEmail = lowercaseEmail(email);

console.log(standardizedEmail);

Expected Output:  
john.doe@example.com

Solution:

// Sample data: An email address

const email = "John.Doe@Example.com";

// Function to convert the email address to lowercase

function lowercaseEmail(email) {

// Converting the email address to lowercase

return email.toLowerCase();

}

// Convert the email address to lowercase for standardization

const standardizedEmail = lowercaseEmail(email);

console.log(standardizedEmail); // Expected Output: john.doe@example.com

Alternative solution using loop:

// Sample data: An email address

const email = "John.Doe@Example.com";

// Function to convert the email address to lowercase manually

function lowercaseEmail(email) {

let lowercasedEmail = "";

// Loop through each character in the email

for (let i = 0; i < email.length; i++) {

// Get the ASCII code of the current character

const charCode = email.charCodeAt(i);

// Check if the character is an uppercase letter

if (charCode >= 65 && charCode <= 90) {

// Convert to lowercase by adding 32 to the ASCII code

lowercasedEmail += String.fromCharCode(charCode + 32);

} else {

// If it's not an uppercase letter, add the character as is

lowercasedEmail += email[i];

}

}

return lowercasedEmail;

}

// Convert the email address to lowercase using the alternative method

const standardizedEmail = lowercaseEmail(email);

console.log(standardizedEmail); // Expected Output: john.doe@example.com

#### **[Exercise 3: Lowercase User Input](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "exercise-3-lowercase-user-input)**

Problem Statement:  
Given a user input string, convert it to lowercase to handle case-insensitive comparison using the toLowerCase() method.

const userInput = "Yes";

function lowercaseInput(input) {

// Use toLowerCase() to convert the user input

}

const standardizedInput = lowercaseInput(userInput);

console.log(standardizedInput);

Expected Output:  
yes

Solution:

// Sample data: A user input string

const userInput = "Yes";

// Function to convert the user input to lowercase

function lowercaseInput(input) {

// Converting the user input to lowercase

return input.toLowerCase();

}

// Convert the user input to lowercase for standardization

const standardizedInput = lowercaseInput(userInput);

console.log(standardizedInput); // Expected Output: yes

Alternative solution using loop:

// Sample data: A user input string

const userInput = "Yes";

// Function to convert the user input to lowercase manually

function lowercaseInput(input) {

let lowercasedInput = "";

// Loop through each character in the input string

for (let i = 0; i < input.length; i++) {

// Get the ASCII code of the current character

const charCode = input.charCodeAt(i);

// Check if the character is an uppercase letter

if (charCode >= 65 && charCode <= 90) {

// Convert to lowercase by adding 32 to the ASCII code

lowercasedInput += String.fromCharCode(charCode + 32);

} else {

// If it's not an uppercase letter, add the character as is

lowercasedInput += input[i];

}

}

return lowercasedInput;

}

// Convert the user input to lowercase using the alternative method

const standardizedInput = lowercaseInput(userInput);

console.log(standardizedInput); // Expected Output: yes

Object.keys()

Exercise 1: Count Object Properties

**Problem Statement**:

Given a user object, count the number of properties it has using Object.keys().

const user = {

name: "John Doe",

age: 25,

country: "USA",

isActive: true

};

**Code Template**:

function countProperties(obj) {

// Use Object.keys() to count the properties of the object

}

const propertyCount = countProperties(user);

console.log(propertyCount);

**Expected Output**:

4

Exercise 2: Check for Empty Object

**Problem Statement**:

Given an object, check if it has no properties using Object.keys().

const obj = {};

**Code Template**:

function isEmpty(obj) {

// Use Object.keys() to check if the object is empty

}

const emptyCheck = isEmpty(obj);

console.log(emptyCheck);

**Expected Output**:

true

Exercise 3: Extract Object Property Names

**Problem Statement**:

Given a product object, extract all its property names using Object.keys().

const product = {

id: 101,

name: "Laptop",

price: 1000,

category: "Electronics"

};

**Code Template**:

function getPropertyNames(obj) {

// Use Object.keys() to extract property names of the object

}

const properties = getPropertyNames(product);

console.log(properties);

**Expected Output**:

css

["id", "name", "price", "category"]

Exercise 4: Check for Specific Properties

**Problem Statement**:

Given a student object, check if it has properties "name", "age", and "grade" using Object.keys().

const student = {

name: "Alice",

age: 20,

grade: "A"

};

**Code Template**:

function hasRequiredProperties(obj) {

// Use Object.keys() to check if the object has specific properties

}

const hasProperties = hasRequiredProperties(student);

console.log(hasProperties);

**Expected Output**:

true

Object Values

Exercise 1: Calculate Total Order Value

**Problem Statement**:

Given an order object with product prices, calculate the total order value using Object.values().

const order = {

productA: 100,

productB: 200,

productC: 50

};

**Code Template**:

function calculateTotalValue(obj) {

// Use Object.values() to calculate the total order value

}

const totalValue = calculateTotalValue(order);

console.log(totalValue);

**Expected Output**:

350

Exercise 2: Check for Specific Value

**Problem Statement**:

Given a user object, check if any of its properties have a value of "admin" using Object.values().

const user = {

username: "john123",

role: "admin"

};

**Code Template**:

function hasAdminRole(obj) {

// Use Object.values() to check if the object has a value of "admin"

}

const isAdmin = hasAdminRole(user);

console.log(isAdmin);

**Expected Output**:

true

Exercise 3: Count Number of True Values

**Problem Statement**:

Given a settings object with boolean values, count the number of true values using Object.values().

const settings = {

darkMode: true,

notifications: true,

location: false,

analytics: true

};

**Code Template**:

function countTrueValues(obj) {

// Use Object.values() to count the number of true values

}

const trueCount = countTrueValues(settings);

console.log(trueCount);

**Expected Output**:

3

Exercise 4: Check for All Positive Values

**Problem Statement**:

Given a scores object, check if all its values are positive using Object.values().

const scores = {

math: 90,

english: 85,

history: 88

};

**Code Template**:

function areAllValuesPositive(obj) {

// Use Object.values() to check if all values are positive

}

const allPositive = areAllValuesPositive(scores);

console.log(allPositive);

**Expected Output**:

true

Object Methods

# Object.assign

### **[Exercise 1: Merge Objects](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "exercise-1-merge-objects)**

Problem Statement:  
Given two objects, obj1 and obj2, merge them into a new object mergedObj such that the properties from obj2 overwrite the properties from obj1 if they have the same keys.

const obj1 = {

name: "John",

age: 25

};

const obj2 = {

age: 30,

city: "New York"

};

Code Template:

function mergeObjects(obj1, obj2) {

// Use Object.assign() to merge obj1 and obj2

}

const mergedObj = mergeObjects(obj1, obj2);

console.log(mergedObj);

Expected Output:

{

name: "John",

age: 30,

city: "New York"

}

Solution:

// Define two objects, obj1 and obj2, each with some properties

const obj1 = {

name: 'John',

age: 25,

}

const obj2 = {

age: 30,

city: 'New York',

}

// Define a function named mergeObjects that takes two objects (obj1 and obj2) as arguments

function mergeObjects(obj1, obj2) {

// Create a new empty object named mergedObj that will hold the merged properties of obj1 and obj2

let mergedObj = {}

// Use a for...in loop to iterate through all properties (keys) of obj1

for (let key in obj1) {

// For each property of obj1, copy the property and its value to mergedObj

mergedObj[key] = obj1[key]

}

// Use another for...in loop to iterate through all properties (keys) of obj2

for (let key in obj2) {

// For each property of obj2, copy the property and its value to mergedObj

// If a property of the same name already exists in mergedObj (from obj1), it will be overwritten by the property from obj2

mergedObj[key] = obj2[key]

}

// Return the merged object, which now contains all properties of obj1 and obj2, with obj2's properties overwriting obj1's where they have the same name

return mergedObj

}

// Call mergeObjects, passing obj1 and obj2 as arguments, and store the returned merged object in a constant named mergedObj

const mergedObj = mergeObjects(obj1, obj2)

// Output the merged object to the console to verify the function's behavior

console.log(mergedObj) // Output: { name: "John", age: 30, city: "New York" }

Alternative Solution using loop:

// Define an object named obj1 with properties name and age

const obj1 = {

name: 'John',

age: 25,

}

// Define another object named obj2 with properties age and city

const obj2 = {

age: 30,

city: 'New York',

}

// Define a function named mergeObjects that takes two objects (obj1 and obj2) as arguments

function mergeObjects(obj1, obj2) {

// Use Object.assign to merge obj1 and obj2, with properties from obj2 overwriting those in obj1 if they have the same name

// The merged result is directly assigned to obj1, so obj1 is modified and also returned by Object.assign

return Object.assign(obj1, obj2);

}

// Call mergeObjects, passing obj1 and obj2 as arguments, and store the returned (and now merged) obj1 in a constant named mergedObj

const mergedObj = mergeObjects(obj1, obj2);

// Output the merged object to the console to verify the function's behavior

console.log(mergedObj); // Output: { name: 'John', age: 30, city: 'New York' }

### [Exercise 2: Clone Object](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "exercise-11-clone-object)

Problem Statement:  
Create a function that takes an object as an argument and returns a clone of the object.

const user = {

name: "John",

age: 25

};

Code Template:

function cloneObject(obj) {

// Use Object.assign() to clone obj

}

const clonedUser = cloneObject(user);

console.log(clonedUser);

Expected Output:

{

name: "John",

age: 25

}

Solution:

// Sample data: An object

const user = {

name: "John",

age: 25

};

// Function to clone an object using Object.assign()

function cloneObject(obj) {

// Creating a new object and copying properties from obj to the new object

return Object.assign({}, obj);

}

// Clone the user object

const clonedUser = cloneObject(user);

console.log(clonedUser); // Expected Output: { name: "John", age: 25 }

Alternative solution:

// Sample data: An object

const user = {

name: "John",

age: 25

};

// Function to manually clone an object

function cloneObject(obj) {

let clone = {}; // Initialize an empty object for the clone

// Loop through each property in the original object

for (let key in obj) {

// Ensure the property belongs to the object, not its prototype

if (obj.hasOwnProperty(key)) {

// Copy each property to the clone

clone[key] = obj[key];

}

}

return clone; // Return the cloned object

}

// Clone the user object using the manual method

const clonedUser = cloneObject(user);

console.log(clonedUser); // Expected Output: { name: "John", age: 25 }

### [Exercise 3: Merge Multiple Objects](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "exercise-12-merge-multiple-objects)

Problem Statement:  
Given three objects, obj1, obj2, and obj3, merge them into a single object. The properties from latter objects should overwrite the previous ones if there are any conflicts.

const obj1 = { a: 1, b: 2 };

const obj2 = { b: 3, c: 4 };

const obj3 = { c: 5, d: 6 };

Code Template:

function mergeMultipleObjects(obj1, obj2, obj3) {

// Use Object.assign() to merge obj1, obj2, and obj3

}

const mergedObject = mergeMultipleObjects(obj1, obj2, obj3);

console.log(mergedObject);

Expected Output:

{

a: 1,

b: 3,

c: 5,

d: 6

}

Solution:

// Sample data: Three objects

const obj1 = { a: 1, b: 2 };

const obj2 = { b: 3, c: 4 };

const obj3 = { c: 5, d: 6 };

// Function to merge obj1, obj2, and obj3

function mergeMultipleObjects(obj1, obj2, obj3) {

// Merging obj1, obj2, and obj3 into a new object

return Object.assign({}, obj1, obj2, obj3);

}

// Merge the objects

const mergedObject = mergeMultipleObjects(obj1, obj2, obj3);

console.log(mergedObject); // Expected Output: { a: 1, b: 3, c: 5, d: 6 }

Alternative solution:

// Sample data: Three objects

const obj1 = { a: 1, b: 2 };

const obj2 = { b: 3, c: 4 };

const obj3 = { c: 5, d: 6 };

// Function to merge obj1, obj2, and obj3 manually

function mergeMultipleObjects(obj1, obj2, obj3) {

let mergedObject = {}; // Initialize an empty object for the merged result

// Function to copy properties from one object to another

function copyProperties(source, target) {

for (let key in source) {

if (source.hasOwnProperty(key)) {

target[key] = source[key];

}

}

}

// Copy properties from each object to the mergedObject

copyProperties(obj1, mergedObject);

copyProperties(obj2, mergedObject);

copyProperties(obj3, mergedObject);

return mergedObject;

}

// Merge the objects

const mergedObject = mergeMultipleObjects(obj1, obj2, obj3);

console.log(mergedObject); // Expected Output: { a: 1, b: 3, c: 5, d: 6 }

## Object.entries

### **[Exercise 1: Convert Object to Array of Key-Value Pairs](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "exercise-2-convert-object-to-array-of-key-value-pairs)**

Problem Statement:  
Given an object user, convert it into an array of key-value pairs.

const user = {

name: "Alice",

age: 30

};

Code Template:

function convertToObjectArray(user) {

// Use Object.entries() to convert user to an array of key-value pairs

}

const objectArray = convertToObjectArray(user);

console.log(objectArray);

Expected Output:

[

["name", "Alice"],

["age", 30]

]

Solution:  
// Define the user object with properties name and age

const user = {

name: "Alice",

age: 30

};

// Define a function named convertToObjectArray that takes a single argument user

function convertToObjectArray(user) {

// Use Object.entries to convert the user object to an array of key-value pairs

// Object.entries returns an array where each element is an array containing a property key and its corresponding value

return Object.entries(user);

}

// Call convertToObjectArray, passing the user object as an argument,

// and store the returned array of key-value pairs in a constant named objectArray

const objectArray = convertToObjectArray(user);

// Output the array of key-value pairs to the console to verify the function's behavior

console.log(objectArray); // Expected Output: [["name", "Alice"], ["age", 30]]

Alternative solution using loop:  
// Define the user object with properties name and age

const user = {

name: "Alice",

age: 30

};

// Define a function named convertToObjectArray that takes a single argument user

function convertToObjectArray(user) {

// Initialize an empty array to hold the key-value pairs

let objectArray = [];

// Use a for...in loop to iterate through each property of the user object

for (let key in user) {

// For each property, create an array containing the property key and its value,

// and push this array into objectArray

objectArray.push([key, user[key]]);

}

// Return the array of key-value pairs

return objectArray;

}

// Call convertToObjectArray, passing the user object as an argument,

// and store the returned array of key-value pairs in a constant named objectArray

const objectArray = convertToObjectArray(user);

// Output the array of key-value pairs to the console to verify the function's behavior

console.log(objectArray); // Expected Output: [["name", "Alice"], ["age", 30]]

### [Exercise 2: Count Object Properties](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "exercise-21-count-object-properties)

Problem Statement:  
Create a function that takes an object as an argument and returns the count of properties it has.

const user = {

name: "John",

age: 25,

city: "New York"

};

Code Template:

function countProperties(obj) {

// Use Object.entries() to count the properties of obj

}

const propertyCount = countProperties(user);

console.log(propertyCount);

Expected Output:

3

Solution:

// Sample data: An object

const user = {

name: "John",

age: 25,

city: "New York"

};

// Function to count the properties of an object

function countProperties(obj) {

// Using Object.entries() to get an array of the object's property pairs

// The length of this array represents the count of properties

return Object.entries(obj).length;

}

// Count the properties of the object

const propertyCount = countProperties(user);

console.log(propertyCount); // Expected Output: 3

Alternative solution:

// Sample data: An object

const user = {

name: "John",

age: 25,

city: "New York"

};

// Function to count the properties of an object using a loop

function countProperties(obj) {

let count = 0; // Initialize a counter for the properties

// Loop through each property in the object

for (let key in obj) {

// Ensure the property is directly on the object, not its prototype

if (obj.hasOwnProperty(key)) {

count++; // Increment the count for each property

}

}

return count; // Return the total count of properties

}

// Count the properties of the object

const propertyCount = countProperties(user);

console.log(propertyCount); // Expected Output: 3

### [Exercise 3: Convert Object to Map](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "exercise-22-convert-object-to-map)

Problem Statement:  
Create a function that takes an object representing a collection of products and their prices, and returns an array of strings, each string describing a product and its price. The description should be in the format "Product: [product], Price: $[price]".

Code Template:

const products = {

"Apple": 1.25,

"Milk": 0.99,

"Bread": 2.50

};

function describeProducts(productObj) {

// Use Object.entries() to convert productObj to an array of product descriptions

}

const productDescriptions = describeProducts(products);

console.log(productDescriptions);

Expected Output:

[

"Product: Apple, Price: $1.25",

"Product: Milk, Price: $0.99",

"Product: Bread, Price: $2.50"

]

Solution:

// Sample data: An object representing products and their prices

const products = {

Apple: 1.25,

Milk: 0.99,

Bread: 2.5,

}

// Function to describe products and their prices

function describeProducts(productObj) {

// Using Object.entries() to iterate over the product-price pairs

return Object.entries(productObj).map(([product, price]) => {

// For each [product, price] pair, return a descriptive string

return `Product: ${product}, Price: $${price}`

})

}

// Call the 'describeProducts' function with 'products' as an argument and

// store the result in a new constant named 'productDescriptions'

const productDescriptions = describeProducts(products)

// Output the 'productDescriptions' to the console

console.log(productDescriptions)

Alternative solution:

// Sample data: An object representing products and their prices

const products = {

"Apple": 1.25,

"Milk": 0.99,

"Bread": 2.50

};

// Function to manually create descriptive strings for each product

function describeProducts(productObj) {

let descriptions = []; // Initialize an array to hold the descriptions

// Iterate over the object's properties using a for...in loop

for (let product in productObj) {

if (productObj.hasOwnProperty(product)) {

// Construct a description string for each product and add it to the array

descriptions.push(`Product: ${product}, Price: $${productObj[product]}`);

}

}

return descriptions;

}

// Call the 'describeProducts' function with 'products' as an argument and

// store the result in a new constant named 'productDescriptions'

const productDescriptions = describeProducts(products);

// Output the 'productDescriptions' to the console

console.log(productDescriptions);

## Object.keys

### [Exercise 1: Get All Property Names](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "exercise-3-get-all-property-names)

Problem Statement:  
Given an object person, return an array containing all property names of the object.

const person = {

firstName: "Bob",

lastName: "Smith",

age: 40

};

Code Template:

function getPropertyNames(person) {

// Use Object.keys() to get all property names of person

}

const propertyNames = getPropertyNames(person);

console.log(propertyNames);

Expected Output:

["firstName", "lastName", "age"]

Solution:

// Define the person object with properties firstName, lastName, and age

const person = {

firstName: "Bob",

lastName: "Smith",

age: 40

};

// Define a function named getPropertyNames that takes a single argument person

function getPropertyNames(person) {

// Use Object.keys to extract all property names from the person object and return them as an array

// Object.keys returns an array containing the names of all the object's own enumerable string-keyed properties

return Object.keys(person);

}

// Call getPropertyNames, passing the person object as an argument,

// and store the returned array of property names in a constant named propertyNames

const propertyNames = getPropertyNames(person);

// Output the array of property names to the console to verify the function's behavior

console.log(propertyNames); // Expected Output: ["firstName", "lastName", "age"]

Alternative solution using loop:

// Define the person object with properties firstName, lastName, and age

const person = {

firstName: "Bob",

lastName: "Smith",

age: 40

};

// Define a function named getPropertyNames that takes a single argument person

function getPropertyNames(person) {

// Initialize an empty array to hold the property names

let propertyNames = [];

// Use a for...in loop to iterate through each property of the person object

for (let key in person) {

// For each property, push the property name (key) into the propertyNames array

propertyNames.push(key);

}

// Return the array of property names

return propertyNames;

}

// Call getPropertyNames, passing the person object as an argument,

// and store the returned array of property names in a constant named propertyNames

const propertyNames = getPropertyNames(person);

// Output the array of property names to the console to verify the function's behavior

console.log(propertyNames); // Expected Output: ["firstName", "lastName", "age"]

### [Exercise 2: Check Property Existence](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "exercise-31-check-property-existence)

Problem Statement:  
Create a function that takes an object and a property key as arguments and returns a boolean indicating whether the property exists in the object.

const user = {

name: "John",

age: 25

};

Code Template:

function hasProperty(obj, key) {

// Use Object.keys() to check if key exists in obj

}

const hasAgeProperty = hasProperty(user, 'age');

console.log(hasAgeProperty);

Expected Output:

true

Solution:

// Sample data: An object

const user = {

name: "John",

age: 25

};

// Function to check if a property key exists in an object

function hasProperty(obj, key) {

// Get an array of the object's keys and check if 'key' is included

return Object.keys(obj).includes(key);

}

// Call the 'hasProperty' function with 'user' and 'age' as arguments and

// store the result in a new constant named 'hasAgeProperty'

const hasAgeProperty = hasProperty(user, 'age');

// Output the 'hasAgeProperty' to the console

console.log(hasAgeProperty); // Expected Output: true

Alternative solution:

// Sample data: An object

const user = {

name: "John",

age: 25

};

// Function to check if a property key exists in an object using a loop

function hasProperty(obj, key) {

// Iterate over the object's keys using a for...in loop

for (let k in obj) {

// Check if the current key matches the provided key

if (k === key) {

return true; // The key exists in the object

}

}

return false; // The key was not found in the object

}

// Call the 'hasProperty' function with 'user' and 'age' as arguments and

// store the result in a new constant named 'hasAgeProperty'

const hasAgeProperty = hasProperty(user, 'age');

// Output the 'hasAgeProperty' to the console

console.log(hasAgeProperty); // Expected Output: true

### [Exercise 3: Get Property Values](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "exercise-32-get-property-values)

Problem Statement:  
Create a function that takes an object as an argument and returns an array of all the values of the object.

const user = {

name: "John",

age: 25

};

Code Template:

function getPropertyValues(obj) {

// Use Object.keys() to get all property values of obj

}

const propertyValues = getPropertyValues(user);

console.log(propertyValues);

Expected Output:

["John", 25]

Solution:

// Sample data: An object

const user = {

name: "John",

age: 25

};

// Function to get all property values of an object

function getPropertyValues(obj) {

// Use Object.keys() to get the keys, and map them to their values

return Object.keys(obj).map(key => obj[key]);

}

// Call the 'getPropertyValues' function with 'user' as an argument and

// store the result in a new constant named 'propertyValues'

const propertyValues = getPropertyValues(user);

// Output the 'propertyValues' to the console

console.log(propertyValues); // Expected Output: ["John", 25]

Alternative solution:

// Sample data: An object

const user = {

name: "John",

age: 25

};

// Function to get all property values of an object using a loop

function getPropertyValues(obj) {

let values = []; // Initialize an array to store the property values

// Iterate over the object's keys using a for...in loop

for (let key in obj) {

// Ensure the key belongs to the object itself, not its prototype

if (obj.hasOwnProperty(key)) {

// Add the value corresponding to the key to the values array

values.push(obj[key]);

}

}

return values; // Return the array of values

}

// Call the 'getPropertyValues' function with 'user' as an argument and

// store the result in a new constant named 'propertyValues'

const propertyValues = getPropertyValues(user);

// Output the 'propertyValues' to the console

console.log(propertyValues); // Expected Output: ["John", 25]

Date and Time

## Exercise 1: Calculate Age from Date of Birth

**Problem Statement**:

Given a date of birth as a string, calculate the age of a person as of today.

const dob = "1995-05-15";

**Code Template**:

function calculateAge(dob) {

// Use Date object to calculate age from date of birth

}

const age = calculateAge(dob);

console.log(age);

**Expected Output**:

28 // This will vary depending on the current year

Solution:

// Define a constant named dob with a date of birth as a string

const dob = '1995-05-15'

// Define a function named calculateAge that takes a single argument dob

function calculateAge(dob) {

// Create a new Date object from the dob string

const birthDate = new Date(dob)

// Get the current date and time

const today = new Date()

// Calculate the difference in years between today and the birthDate

let age = today.getFullYear() - birthDate.getFullYear()

// Check if the birthDate has a month and day that comes after today's month and day

// If so, subtract 1 from the age since the birthday hasn't occurred this year yet

const monthDifference = today.getMonth() - birthDate.getMonth()

if (

monthDifference < 0 ||

(monthDifference === 0 && today.getDate() < birthDate.getDate())

) {

age--

}

// Return the calculated age

return age

}

// Call calculateAge, passing the dob constant as an argument,

// and store the returned age value in a constant named age

const age = calculateAge(dob)

// Output the age to the console to verify the function's behavior

console.log(age) // Output will vary depending on the current year; e.g., 28

## Exercise 2: Days Until Next Birthday

**Problem Statement**:

Given a date of birth as a string, calculate the number of days until the person's next birthday.

const dob = "1995-05-15";

**Code Template**:

function daysUntilNextBirthday(dob) {

// Use Date object to calculate days until next birthday

}

const days = daysUntilNextBirthday(dob);

console.log(days);

**Expected Output**:

20 // This will vary depending on the current date

Solution:

function daysUntilNextBirthday(dob) {

// Current date

const currentDate = new Date()

// Date of birth

const birthDate = new Date(dob)

// Adjust the year of the birth date to the next birthday year

birthDate.setFullYear(currentDate.getFullYear())

// If the birthday has already passed this year, move it to the next year

if (birthDate < currentDate) {

birthDate.setFullYear(currentDate.getFullYear() + 1)

}

// Calculate the difference in milliseconds

const difference = birthDate - currentDate

// Convert the difference from milliseconds to days

const days = Math.ceil(difference / (1000 \* 60 \* 60 \* 24))

return days

}

// Sample data: Date of birth

const dob = '1995-05-15'

// Calculate days until next birthday

const days = daysUntilNextBirthday(dob)

// Output the result

console.log(days) // Output will vary depending on the current date

Math

## Exercise 1: Calculate Area of a Circle

**Problem Statement**:

Given the radius of a circle, calculate its area using the Math object.

const radius = 5;

**Code Template**:

function calculateArea(radius) {

// Use Math object to calculate area of the circle

}

const area = calculateArea(radius);

console.log(area);

**Expected Output**:

78.53981633974483

Solution:

// Sample data: Radius of a circle

const radius = 5;

// Function to calculate the area of a circle

function calculateArea(radius) {

// Use the formula πr^2 to calculate the area

return Math.PI \* Math.pow(radius, 2);

}

// Calculate the area of the circle

const area = calculateArea(radius);

// Output the area to the console

console.log(area); // Expected Output: 78.53981633974483

## Exercise 2: Generate a Random Number within a Range

**Problem Statement**:

Generate a random number between a given range min and max.

const min = 10;

const max = 50;

**Code Template**:

function generateRandomNumber(min, max) {

// Use Math object to generate a random number within the range

}

const randomNumber = generateRandomNumber(min, max);

console.log(randomNumber);

**Expected Output**:

35 // This is just an example. The output will vary as it's random.

Solution:

// Sample data: Minimum and maximum range for the random number

const min = 10;

const max = 50;

// Function to generate a random number within a given range

function generateRandomNumber(min, max) {

// Math.random() returns a random number between 0 and 1.

// Multiply by (max - min + 1) to scale it to the desired range length,

// and add min to shift the range to start from min.

return Math.floor(Math.random() \* (max - min + 1)) + min;

}

// Generate a random number within the range

const randomNumber = generateRandomNumber(min, max);

// Output the random number to the console

console.log(randomNumber); // Output will vary as it's random

Number

## Exercise 1: Format Number with Two Decimal Places

**Problem Statement**:

Given a number, format it to have exactly two decimal places.

const num = 123.4567;

**Code Template**:

function formatNumber(num) {

// Use Number object or methods to format the number

}

const formattedNumber = formatNumber(num);

console.log(formattedNumber);

**Expected Output**:

123.46

Solution:

// Sample data: A number

const num = 123.4567;

// Function to format a number to two decimal places

function formatNumber(num) {

// Use toFixed() to format the number to two decimal places

return num.toFixed(2);

}

// Format the number and store the result in 'formattedNumber'

const formattedNumber = formatNumber(num);

// Output the formatted number to the console

console.log(formattedNumber); // Expected Output: 123.46

## Exercise 2: Check if a Value is an Integer

**Problem Statement**:

Given a value, check if it is an integer.

const value = 123.45;

**Code Template**:

function isInteger(value) {

// Use Number object or methods to check if the value is an integer

}

const check = isInteger(value);

console.log(check);

**Expected Output**:

False

Solution:

// Sample data: A value

const value = 123.45;

// Function to check if a value is an integer

function isInteger(value) {

// Use Number.isInteger() to check if the value is an integer

return Number.isInteger(value);

}

// Check if the value is an integer and store the result in 'check'

const check = isInteger(value);

// Output the result to the console

console.log(check); // Expected Output: false

Array Methods

# find()

## Exercise 1: Find First Negative Number

Problem Statement:  
Given an array of numbers, find the first negative number using the find() method.

const numbers = [3, 5, -2, 8, -7, 6];

function findFirstNegative(numbers) {

// Use find() to get the first negative number

}

const firstNegative = findFirstNegative(numbers);

console.log(firstNegative);

Expected Output:  
-2

Solution:

|  |
| --- |
| *// Initialize an array named 'numbers' with both positive and negative values.* **const** numbers = [3, 5, -2, 8, -7, 6];  *// Define a function named 'findFirstNegative' that takes an array 'numbers' as an argument.* **function** **findFirstNegative**(numbers) {  *// Use the find() method on the 'numbers' array.*  *// The find() method will iterate through each element in the 'numbers' array and*   *// apply the provided function to check if the element satisfies a condition.*  **return** numbers.find(**function**(number) {  *// The condition checks if the current 'number' being tested is less than 0, which means it's negative.*  *// If the condition is met, the find() method will immediately return that number and stop further checking.*  **return** number < 0;  }); }  *// Call the 'findFirstNegative' function with the 'numbers' array as an argument and store the result*  *// (which will be the first negative number found, or 'undefined' if no negative number exists)*  *// in the 'firstNegative' constant.* **const** firstNegative = findFirstNegative(numbers);  *// Output the result to the console.* console.log(firstNegative); *// Expected Output: -2* |

Alternative solution with loop

|  |
| --- |
| *// Initialize an array named 'numbers' with both positive and negative values.* **const** numbers = [3, 5, -2, 8, -7, 6];  *// Define a function named 'findFirstNegative' that takes an array 'numbers' as an argument.* **function** **findFirstNegative**(numbers) {  *// Loop through each element in the 'numbers' array.*  **for** (**let** i = 0; i < numbers.length; i++) {  *// Check if the current element is negative (i.e., less than 0).*  **if** (numbers[i] < 0) {  *// If a negative number is found, return it immediately.*  **return** numbers[i];  }  }  *// If no negative number is found after checking all elements, return 'undefined'.*  *// (This is not explicitly required because functions return 'undefined' by default if no value is returned.)* }  *// Call the 'findFirstNegative' function with the 'numbers' array as an argument and store the result*  *// (which will be the first negative number found, or 'undefined' if no negative number exists)*  *// in the 'firstNegative' constant.* **const** firstNegative = findFirstNegative(numbers);  *// Output the result to the console.* console.log(firstNegative); *// Expected Output: -2* |

## Exercise 2: Find First Capitalized Word

Problem Statement:  
Given an array of words, find the first word that is capitalized using the find() method.

const words = ["apple", "Banana", "cherry", "Date"];

function findFirstCapitalizedWord(words) {

// Use find() to get the first capitalized word

}

const capitalizedWord = findFirstCapitalizedWord(words);

console.log(capitalizedWord);

Expected Output:  
Banana

Solution:

// Define an array of words to search for the first capitalized word

const words = ['apple', 'Banana', 'cherry', 'Date']

// Define a function to find the first capitalized word

function findFirstCapitalizedWord(words) {

// Use the find() method to search for the first capitalized word

const capitalizedWord = words.find((word) => {

// Check if the first character of the word is uppercase

return word[0] === word[0].toUpperCase()

})

// Return the first capitalized word found, or undefined if none is found

return capitalizedWord

}

// Call the findFirstCapitalizedWord function with the words array

const capitalizedWord = findFirstCapitalizedWord(words)

// Output the result, which is the first capitalized word found

console.log(capitalizedWord)

Alternative solution using loop:

// Define an array of words to search for the first capitalized word

const words = ['apple', 'Banana', 'cherry', 'Date']

// Define a function to find the first capitalized word using double for loops

function findFirstCapitalizedWord(words) {

// Iterate through each word in the array

for (let i = 0; i < words.length; i++) {

const word = words[i]

// Iterate through each character in the word

for (let j = 0; j < word.length; j++) {

const char = word[j]

// Check if the character is uppercase

if (char === char.toUpperCase()) {

// Return the capitalized word and exit the loops

return word

}

}

}

// If no capitalized word is found, return undefined

return undefined

}

// Call the findFirstCapitalizedWord function with the words array

const capitalizedWord = findFirstCapitalizedWord(words)

// Output the result, which is the first capitalized word found

console.log(capitalizedWord)

## Exercise 3: Find First Prime Number

Problem Statement:  
Given an array of numbers, find the first prime number using the find() method.

const numbers = [4, 6, 8, 11, 13];

function findFirstPrime(numbers) {

// Use find() to get the first prime number

}

const firstPrime = findFirstPrime(numbers);

console.log(firstPrime);

Expected Output:  
11

Solution:

// Sample data: An array of numbers

const numbers = [4, 6, 8, 11, 13];

// Helper function to check if a number is prime

function isPrime(num) {

if (num <= 1) return false; // Check if the number is less than or equal to 1

for (let i = 2; i < num; i++) {

if (num % i === 0) return false; // Check if the number has any divisors other than 1 and itself

}

return true; // The number is prime

}

// Function to find the first prime number in an array

function findFirstPrime(numbers) {

// Use find() with the isPrime function to find the first prime number

return numbers.find(isPrime);

}

// Call the 'findFirstPrime' function with 'numbers' as an argument and

// store the result in a new constant named 'firstPrime'

const firstPrime = findFirstPrime(numbers);

// Output the 'firstPrime' to the console

console.log(firstPrime); // Expected Output: 11

Alternative solution:

// Sample data: An array of numbers

const numbers = [4, 6, 8, 11, 13];

// Helper function to check if a number is prime

function isPrime(num) {

if (num <= 1) return false; // Check if the number is less than or equal to 1

for (let i = 2; i < num; i++) {

if (num % i === 0) return false; // Check if the number has any divisors other than 1 and itself

}

return true; // The number is prime

}

// Function to find the first prime number in an array using a loop

function findFirstPrime(numbers) {

// Iterate through each number in the array

for (let i = 0; i < numbers.length; i++) {

if (isPrime(numbers[i])) {

return numbers[i]; // Return the first prime number found

}

}

return undefined; // Return undefined if no prime number is found

}

// Call the 'findFirstPrime' function with 'numbers' as an argument and

// store the result in a new constant named 'firstPrime'

const firstPrime = findFirstPrime(numbers);

// Output the 'firstPrime' to the console

console.log(firstPrime); // Expected Output: 11

# findIndex()

## Exercise 1: Find Index of First Negative Number

Problem Statement:  
Given an array of numbers, find the index of the first negative number using the findIndex() method.

const numbers = [3, 5, -2, 8, -7, 6];

function findIndexOfFirstNegative(numbers) {

// Use findIndex() to get the index of the first negative number

}

const indexOfFirstNegative = findIndexOfFirstNegative(numbers);

console.log(indexOfFirstNegative);

Expected Output:  
2

Solution:

// Sample data: An array of numbers

const numbers = [3, 5, -2, 8, -7, 6];

// Function to find the index of the first negative number in an array

function findIndexOfFirstNegative(numbers) {

// Use findIndex() to check for the first negative number

return numbers.findIndex(number => number < 0);

}

// Call the 'findIndexOfFirstNegative' function with 'numbers' as an argument and

// store the result in a new constant named 'indexOfFirstNegative'

const indexOfFirstNegative = findIndexOfFirstNegative(numbers);

// Output the 'indexOfFirstNegative' to the console

console.log(indexOfFirstNegative); // Expected Output: 2

Alternative solution:

// Sample data: An array of numbers

const numbers = [3, 5, -2, 8, -7, 6];

// Function to find the index of the first negative number in an array using a loop

function findIndexOfFirstNegative(numbers) {

// Iterate through each number in the array

for (let i = 0; i < numbers.length; i++) {

// Check if the current number is negative

if (numbers[i] < 0) {

return i; // Return the index of the first negative number found

}

}

return -1; // Return -1 if no negative number is found

}

// Call the 'findIndexOfFirstNegative' function with 'numbers' as an argument and

// store the result in a new constant named 'indexOfFirstNegative'

const indexOfFirstNegative = findIndexOfFirstNegative(numbers);

// Output the 'indexOfFirstNegative' to the console

console.log(indexOfFirstNegative); // Expected Output: 2

## Exercise 2: Find Index of First Capitalized Word

Problem Statement:  
Given an array of words, find the index of the first word that is capitalized using the findIndex() method.

const words = ["apple", "Banana", "cherry", "Date"];

function findIndexOfFirstCapitalizedWord(words) {

// Use findIndex() to get the index of the first capitalized word

}

const indexOfCapitalizedWord = findIndexOfFirstCapitalizedWord(words);

console.log(indexOfCapitalizedWord);

Expected Output:  
1

Solution:

// Sample data: An array of words

const words = ["apple", "Banana", "cherry", "Date"];

// Function to find the index of the first capitalized word in an array

function findIndexOfFirstCapitalizedWord(words) {

// Use findIndex() to check for the first word starting with an uppercase letter

return words.findIndex(word => word.charAt(0) === word.charAt(0).toUpperCase());

}

// Call the 'findIndexOfFirstCapitalizedWord' function with 'words' as an argument and

// store the result in a new constant named 'indexOfCapitalizedWord'

const indexOfCapitalizedWord = findIndexOfFirstCapitalizedWord(words);

// Output the 'indexOfCapitalizedWord' to the console

console.log(indexOfCapitalizedWord); // Expected Output: 1

Alternative solution:

// Sample data: An array of words

const words = ["apple", "Banana", "cherry", "Date"];

// Function to find the index of the first capitalized word in an array using a loop

function findIndexOfFirstCapitalizedWord(words) {

// Iterate through each word in the array

for (let i = 0; i < words.length; i++) {

// Check if the first character of the word is uppercase

if (words[i].charAt(0) === words[i].charAt(0).toUpperCase()) {

return i; // Return the index of the first capitalized word found

}

}

return -1; // Return -1 if no capitalized word is found

}

// Call the 'findIndexOfFirstCapitalizedWord' function with 'words' as an argument and

// store the result in a new constant named 'indexOfCapitalizedWord'

const indexOfCapitalizedWord = findIndexOfFirstCapitalizedWord(words);

// Output the 'indexOfCapitalizedWord' to the console

console.log(indexOfCapitalizedWord); // Expected Output: 1

## Exercise 3: Find Index of First Prime Number

Problem Statement:  
Given an array of numbers, find the index of the first prime number using the findIndex() method.

const numbers = [4, 6, 8, 11, 13];

function findIndexOfFirstPrime(numbers) {

// Use findIndex() to get the index of the first prime number

}

const indexOfFirstPrime = findIndexOfFirstPrime(numbers);

console.log(indexOfFirstPrime);

Expected Output:  
3

Solution:

// Sample data: An array of numbers

const numbers = [4, 6, 8, 11, 13];

// Helper function to check if a number is prime

function isPrime(num) {

if (num <= 1) return false; // Numbers less than or equal to 1 are not prime

for (let i = 2; i < num; i++) {

if (num % i === 0) return false; // If divisible by any number other than 1 and itself, not prime

}

return true; // Otherwise, the number is prime

}

// Function to find the index of the first prime number in an array

function findIndexOfFirstPrime(numbers) {

// Use findIndex() with the isPrime helper function

return numbers.findIndex(isPrime);

}

// Call the 'findIndexOfFirstPrime' function with 'numbers' as an argument and

// store the result in a new constant named 'indexOfFirstPrime'

const indexOfFirstPrime = findIndexOfFirstPrime(numbers);

// Output the 'indexOfFirstPrime' to the console

console.log(indexOfFirstPrime); // Expected Output: 3

Alternative solution:

// Sample data: An array of numbers

const numbers = [4, 6, 8, 11, 13];

// Helper function to check if a number is prime

function isPrime(num) {

if (num <= 1) return false; // Numbers less than or equal to 1 are not prime

for (let i = 2; i < num; i++) {

if (num % i === 0) return false; // If divisible by any number other than 1 and itself, not prime

}

return true; // Otherwise, the number is prime

}

// Function to find the index of the first prime number in an array using a loop

function findIndexOfFirstPrime(numbers) {

// Iterate through each number in the array

for (let i = 0; i < numbers.length; i++) {

if (isPrime(numbers[i])) {

return i; // Return the index of the first prime number found

}

}

return -1; // Return -1 if no prime number is found

}

// Call the 'findIndexOfFirstPrime' function with 'numbers' as an argument and

// store the result in a new constant named 'indexOfFirstPrime'

const indexOfFirstPrime = findIndexOfFirstPrime(numbers);

// Output the 'indexOfFirstPrime' to the console

console.log(indexOfFirstPrime); // Expected Output: 3

# [sort()](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "sort)

## [Exercise 1: Sort Numbers in Descending Order](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "exercise-1-sort-numbers-in-descending-order)

Problem Statement:  
Given an array of numbers, sort them in descending order using the sort() method.

const numbers = [3, 5, -2, 8, -7, 6];

function sortDescending(numbers) {

// Use sort() to arrange the numbers in descending order

}

const sortedNumbers = sortDescending(numbers);

console.log(sortedNumbers);

Expected Output:  
[8, 6, 5, 3, -2, -7]

Solution:

// Sample data: An array of numbers

const numbers = [3, 5, -2, 8, -7, 6];

// Function to sort the numbers in descending order

function sortDescending(numbers) {

// Using sort() with a comparison function for descending order

return numbers.sort((a, b) => b - a);

}

// Call the 'sortDescending' function with 'numbers' as an argument and

// store the result in a new constant named 'sortedNumbers'

const sortedNumbers = sortDescending(numbers);

// Output the 'sortedNumbers' to the console

console.log(sortedNumbers); // Expected Output: [8, 6, 5, 3, -2, -7]

Alternative solution:

// Sample data: An array of numbers

const numbers = [3, 5, -2, 8, -7, 6];

// Function to sort the numbers in descending order using bubble sort

function sortDescending(numbers) {

let len = numbers.length;

let swapped;

do {

swapped = false;

for (let i = 0; i < len - 1; i++) {

// Compare adjacent elements and swap if in wrong order

if (numbers[i] < numbers[i + 1]) {

// Swap elements

let temp = numbers[i];

numbers[i] = numbers[i + 1];

numbers[i + 1] = temp;

swapped = true;

}

}

} while (swapped);

return numbers;

}

// Call the 'sortDescending' function with 'numbers' as an argument and

// store the result in a new constant named 'sortedNumbers'

const sortedNumbers = sortDescending(numbers);

// Output the 'sortedNumbers' to the console

console.log(sortedNumbers); // Expected Output: [8, 6, 5, 3, -2, -7]

## [Exercise 2: Sort Words Alphabetically](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "exercise-2-sort-words-alphabetically)

Problem Statement:  
Given an array of words, sort them alphabetically using the sort() method.

const words = ["apple", "Banana", "cherry", "Date"];

function sortAlphabetically(words) {

// Use sort() to arrange the words alphabetically

}

const sortedWords = sortAlphabetically(words);

console.log(sortedWords);

Expected Output:  
["Banana", "Date", "apple", "cherry"]

Solution:

// Sample data: An array of words

const words = ["apple", "Banana", "cherry", "Date"];

// Function to sort the words alphabetically

function sortAlphabetically(words) {

// Using sort() for a case-sensitive alphabetical sort

return words.sort();

}

// Call the 'sortAlphabetically' function with 'words' as an argument and

// store the result in a new constant named 'sortedWords'

const sortedWords = sortAlphabetically(words);

// Output the 'sortedWords' to the console

console.log(sortedWords); // Expected Output: ["Banana", "Date", "apple", "cherry"]

Alternative solution:

// Sample data: An array of words

const words = ["apple", "Banana", "cherry", "Date"];

// Function to sort the words alphabetically using insertion sort

function sortAlphabetically(words) {

for (let i = 1; i < words.length; i++) {

let currentWord = words[i];

let j = i - 1;

// Compare 'currentWord' with the sorted part of the array and insert it in the correct position

while (j >= 0 && words[j] > currentWord) {

words[j + 1] = words[j];

j--;

}

words[j + 1] = currentWord;

}

return words;

}

// Call the 'sortAlphabetically' function with 'words' as an argument and

// store the result in a new constant named 'sortedWords'

const sortedWords = sortAlphabetically(words);

// Output the 'sortedWords' to the console

console.log(sortedWords); // Expected Output: ["Banana", "Date", "apple", "cherry"]

## [Exercise 3: Sort Strings by Length](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "exercise-3-sort-strings-by-length)

Problem Statement:  
Given an array of strings, sort them based on their length using the sort() method.

const strings = ["short", "medium", "very long string", "longer"];

function sortByLength(strings) {

// Use sort() to arrange the strings by length

}

const sortedStrings = sortByLength(strings);

console.log(sortedStrings);

Expected Output:  
["short", "medium", "longer", "very long string"]

Solution:

// Sample data: An array of strings

const strings = ["short", "medium", "very long string", "longer"];

// Function to sort the strings by their length

function sortByLength(strings) {

// Using sort() with a comparison function for length

return strings.sort((a, b) => a.length - b.length);

}

// Call the 'sortByLength' function with 'strings' as an argument and

// store the result in a new constant named 'sortedStrings'

const sortedStrings = sortByLength(strings);

// Output the 'sortedStrings' to the console

console.log(sortedStrings); // Expected Output: ["short", "medium", "longer", "very long string"]

Alternative solution:

// Sample data: An array of strings

const strings = ["short", "medium", "very long string", "longer"];

// Function to sort the strings by their length using bubble sort

function sortByLength(strings) {

let n = strings.length;

let swapped;

do {

swapped = false;

for (let i = 0; i < n - 1; i++) {

// Compare adjacent elements by length and swap if necessary

if (strings[i].length > strings[i + 1].length) {

// Swap elements

let temp = strings[i];

strings[i] = strings[i + 1];

strings[i + 1] = temp;

swapped = true;

}

}

} while (swapped);

return strings;

}

// Call the 'sortByLength' function with 'strings' as an argument and

// store the result in a new constant named 'sortedStrings'

const sortedStrings = sortByLength(strings);

// Output the 'sortedStrings' to the console

console.log(sortedStrings); // Expected Output: ["short", "medium", "longer", "very long string"]

# [splice()](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "splice)

## [Exercise 1: Remove Negative Numbers](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "exercise-1-remove-negative-numbers)

Problem Statement:  
Given an array of numbers, remove all negative numbers using the splice() method.

const numbers = [3, 5, -2, 8, -7, 6];

function removeNegatives(numbers) {

// Use splice() to remove all negative numbers

}

const positiveNumbers = removeNegatives(numbers);

console.log(positiveNumbers);

Expected Output:  
[3, 5, 8, 6]

Solution:

// Sample data: An array of numbers

const numbers = [3, 5, -2, 8, -7, 6];

// Function to remove all negative numbers from an array

function removeNegatives(numbers) {

// Iterate backwards through the array

for (let i = numbers.length - 1; i >= 0; i--) {

// Check if the current element is negative

if (numbers[i] < 0) {

// Remove the negative element with splice()

numbers.splice(i, 1);

}

}

return numbers;

}

// Call the 'removeNegatives' function with 'numbers' as an argument and

// store the result in a new constant named 'positiveNumbers'

const positiveNumbers = removeNegatives(numbers);

// Output the 'positiveNumbers' to the console

console.log(positiveNumbers); // Expected Output: [3, 5, 8, 6]

Alternative solution:

// Sample data: An array of numbers

const numbers = [3, 5, -2, 8, -7, 6];

// Function to remove all negative numbers from an array

function removeNegatives(numbers) {

let positives = []; // Initialize a new array for positive numbers

// Iterate through the original array

for (let i = 0; i < numbers.length; i++) {

// Check if the current element is positive

if (numbers[i] >= 0) {

// Add positive elements to the new array

positives.push(numbers[i]);

}

}

return positives; // Return the new array containing only positive numbers

}

// Call the 'removeNegatives' function with 'numbers' as an argument and

// store the result in a new constant named 'positiveNumbers'

const positiveNumbers = removeNegatives(numbers);

// Output the 'positiveNumbers' to the console

console.log(positiveNumbers); // Expected Output: [3, 5, 8, 6]

## [Exercise 2: Replace First Word](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "exercise-2-replace-first-word)

Problem Statement:  
Given an array of words, replace the first word with "Hello" using the splice() method.

const words = ["apple", "Banana", "cherry", "Date"];

function replaceFirstWord(words) {

// Use splice() to replace the first word

}

const newWords = replaceFirstWord(words);

console.log(newWords);

Expected Output:  
["Hello", "Banana", "cherry", "Date"]

Solution:

// Sample data: An array of words

const words = ["apple", "Banana", "cherry", "Date"];

// Function to replace the first word in an array with "Hello"

function replaceFirstWord(words) {

// Use splice() to replace the first word

words.splice(0, 1, "Hello");

return words;

}

// Call the 'replaceFirstWord' function with 'words' as an argument and

// store the result in a new constant named 'newWords'

const newWords = replaceFirstWord(words);

// Output the 'newWords' to the console

console.log(newWords); // Expected Output: ["Hello", "Banana", "cherry", "Date"]

Alternative solution:

// Sample data: An array of words

const words = ["apple", "Banana", "cherry", "Date"];

// Function to replace the first word in an array with "Hello"

function replaceFirstWord(words) {

let newWords = ["Hello"]; // Start with an array containing "Hello"

// Iterate through the original array starting from the second element

for (let i = 1; i < words.length; i++) {

// Add the rest of the words to the new array

newWords.push(words[i]);

}

return newWords; // Return the new array with "Hello" as the first word

}

// Call the 'replaceFirstWord' function with 'words' as an argument and

// store the result in a new constant named 'newWords'

const newWords = replaceFirstWord(words);

// Output the 'newWords' to the console

console.log(newWords); // Expected Output: ["Hello", "Banana", "cherry", "Date"]

## Exercise 3: Insert Numbers

Problem Statement:  
Given an array of numbers, insert the numbers 10 and 15 at the second position using the splice() method.

const numbers = [3, 5, 8, 6];

function insertNumbers(numbers) {

// Use splice() to insert 10 and 15 at the second position

}

const newNumbers = insertNumbers(numbers);

console.log(newNumbers);

Expected Output:  
[3, 10, 15, 5, 8, 6]

Solution:

// Sample data: An array of numbers

const numbers = [3, 5, 8, 6];

// Function to insert 10 and 15 at the second position in an array

function insertNumbers(numbers) {

// Use splice() to insert 10 and 15 at the second position

numbers.splice(1, 0, 10, 15);

return numbers;

}

// Call the 'insertNumbers' function with 'numbers' as an argument and

// store the result in a new constant named 'newNumbers'

const newNumbers = insertNumbers(numbers);

// Output the 'newNumbers' to the console

console.log(newNumbers); // Expected Output: [3, 10, 15, 5, 8, 6]

Alternative solution:

// Sample data: An array of numbers

const numbers = [3, 5, 8, 6];

// Function to insert 10 and 15 at the second position in an array

function insertNumbers(numbers) {

let newNumbers = []; // Initialize a new array

// Iterate through the original array and construct the new array

for (let i = 0; i < numbers.length; i++) {

if (i === 1) {

// Insert 10 and 15 at the second position

newNumbers.push(10, 15);

}

// Add the current element from the original array

newNumbers.push(numbers[i]);

}

return newNumbers; // Return the new array with the inserted numbers

}

// Call the 'insertNumbers' function with 'numbers' as an argument and

// store the result in a new constant named 'newNumbers'

const newNumbers = insertNumbers(numbers);

// Output the 'newNumbers' to the console

console.log(newNumbers); // Expected Output: [3, 10, 15, 5, 8, 6]

# [slice()](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "slice)

#### **[Exercise 1: Extract Subarray](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "exercise-1-extract-subarray)**

Problem Statement:  
Given an array of numbers, extract a subarray from index 1 to index 3 using the slice() method.

const numbers = [3, 5, 8, 6, 7, 9];

function extractSubarray(numbers) {

// Use slice() to extract the subarray

}

const subarray = extractSubarray(numbers);

console.log(subarray);

Expected Output:  
[5, 8, 6]

Solution:

// Sample data: An array of numbers

const numbers = [3, 5, 8, 6, 7, 9];

// Function to extract a subarray from index 1 to index 3

function extractSubarray(numbers) {

// Use slice() to extract the subarray from index 1 to 3 (end index is exclusive)

return numbers.slice(1, 4);

}

// Call the 'extractSubarray' function with 'numbers' as an argument and

// store the result in a new constant named 'subarray'

const subarray = extractSubarray(numbers);

// Output the 'subarray' to the console

console.log(subarray); // Expected Output: [5, 8, 6]

Alternative solution:

// Sample data: An array of numbers

const numbers = [3, 5, 8, 6, 7, 9];

// Function to manually extract a subarray from index 1 to index 3

function extractSubarray(numbers) {

let subarray = []; // Initialize a new array for the subarray

// Iterate through the original array within the specified range

for (let i = 1; i <= 3; i++) {

// Add the elements within the range to the new array

subarray.push(numbers[i]);

}

return subarray; // Return the new array containing the subarray

}

// Call the 'extractSubarray' function with 'numbers' as an argument and

// store the result in a new constant named 'subarray'

const subarray = extractSubarray(numbers);

// Output the 'subarray' to the console

console.log(subarray); // Expected Output: [5, 8, 6]

#### **[Exercise 2: Extract Domain from Email](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "exercise-2-extract-domain-from-email)**

Problem Statement:  
Given an email address, extract the domain using the slice() method.

const email = "john.doe@example.com";

function getDomain(email) {

// Use slice() to extract the domain from the email

}

const domain = getDomain(email);

console.log(domain);

Expected Output:  
example.com

Solution:

// Sample data: An email address

const email = "john.doe@example.com";

// Function to extract the domain from an email address

function getDomain(email) {

// Find the position of the '@' character

let atIndex = email.indexOf('@');

// Use slice() to extract the domain, starting from the character after '@'

return email.slice(atIndex + 1);

}

// Call the 'getDomain' function with 'email' as an argument and

// store the result in a new constant named 'domain'

const domain = getDomain(email);

// Output the 'domain' to the console

console.log(domain); // Expected Output: example.com

Alternative solution:

// Sample data: An email address

const email = "john.doe@example.com";

// Function to manually extract the domain from an email address

function getDomain(email) {

let domain = "";

let atFound = false; // Flag to indicate if '@' has been found

// Iterate through each character in the email string

for (let i = 0; i < email.length; i++) {

// Once '@' is found, start building the domain string

if (atFound) {

domain += email[i];

}

// Check if current character is '@' and set the flag

if (email[i] === '@') {

atFound = true;

}

}

return domain; // Return the domain string

}

// Call the 'getDomain' function with 'email' as an argument and

// store the result in a new constant named 'domain'

const domain = getDomain(email);

// Output the 'domain' to the console

console.log(domain); // Expected Output: example.com

#### **[Exercise 3: Extract Last 3 Characters](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "exercise-3-extract-last-3-characters)**

Problem Statement:  
Given a string, extract the last 3 characters using the slice() method.

const string = "JavaScript";

function getLast3Chars(string) {

// Use slice() to extract the last 3 characters

}

const last3Chars = getLast3Chars(string);

console.log(last3Chars);

Expected Output:  
ipt

Solution:

// Sample data: A string

const string = "JavaScript";

// Function to extract the last 3 characters of a string

function getLast3Chars(string) {

// Use slice() with a negative index to get the last 3 characters

return string.slice(-3);

}

// Call the 'getLast3Chars' function with 'string' as an argument and

// store the result in a new constant named 'last3Chars'

const last3Chars = getLast3Chars(string);

// Output the 'last3Chars' to the console

console.log(last3Chars); // Expected Output: ipt

Alternative solution:

// Sample data: A string

const string = "JavaScript";

// Function to manually extract the last 3 characters of a string using a loop

function getLast3Chars(str) {

let last3Chars = "";

// Start looping from the length of the string minus 3

for (let i = str.length - 3; i < str.length; i++) {

// Append each of the last three characters to 'last3Chars'

last3Chars += str[i];

}

return last3Chars;

}

// Call the 'getLast3Chars' function with 'string' as an argument and

// store the result in a new constant named 'last3Chars'

const last3Chars = getLast3Chars(string);

// Output the 'last3Chars' to the console

console.log(last3Chars); // Expected Output: ipt

# [concat()](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "concat)

#### **[Exercise 1: Merge Two Arrays](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "exercise-1-merge-two-arrays)**

Problem Statement:  
Given two arrays of numbers, merge them into a single array using the concat() method.

const array1 = [3, 5, 8];

const array2 = [7, 9, 2];

function mergeArrays(arr1, arr2) {

// Use concat() to merge the arrays

}

const mergedArray = mergeArrays(array1, array2);

console.log(mergedArray);

Expected Output:  
[3, 5, 8, 7, 9, 2]

Solution:

// Sample data: Two arrays of numbers

const array1 = [3, 5, 8];

const array2 = [7, 9, 2];

// Function to merge two arrays into one

function mergeArrays(arr1, arr2) {

// Use concat() to merge arr1 and arr2 into a new array

return arr1.concat(arr2);

}

// Call the 'mergeArrays' function with 'array1' and 'array2' as arguments and

// store the result in a new constant named 'mergedArray'

const mergedArray = mergeArrays(array1, array2);

// Output the 'mergedArray' to the console

console.log(mergedArray); // Expected Output: [3, 5, 8, 7, 9, 2]

Alternative solution:

// Sample data: Two arrays of numbers

const array1 = [3, 5, 8];

const array2 = [7, 9, 2];

// Function to manually merge two arrays

function mergeArrays(arr1, arr2) {

let mergedArray = [];

// Add all elements of arr1 to mergedArray

for (let i = 0; i < arr1.length; i++) {

mergedArray.push(arr1[i]);

}

// Add all elements of arr2 to mergedArray

for (let i = 0; i < arr2.length; i++) {

mergedArray.push(arr2[i]);

}

return mergedArray;

}

// Call the 'mergeArrays' function with 'array1' and 'array2' as arguments and

// store the result in a new constant named 'mergedArray'

const mergedArray = mergeArrays(array1, array2);

// Output the 'mergedArray' to the console

console.log(mergedArray); // Expected Output: [3, 5, 8, 7, 9, 2]

#### **[Exercise 2: Concatenate Words](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "exercise-2-concatenate-words)**

Problem Statement:  
Given two arrays of words, concatenate them into a single array using the concat() method.

const fruits = ["apple", "banana", "cherry"];

const vegetables = ["carrot", "pea", "potato"];

function concatenateWords(arr1, arr2) {

// Use concat() to concatenate the arrays

}

const foods = concatenateWords(fruits, vegetables);

console.log(foods);

Expected Output:  
["apple", "banana", "cherry", "carrot", "pea", "potato"]

Solution:

// Sample data: Two arrays of words

const fruits = ["apple", "banana", "cherry"];

const vegetables = ["carrot", "pea", "potato"];

// Function to concatenate two arrays of words

function concatenateWords(arr1, arr2) {

// Use concat() to combine arr1 and arr2 into a new array

return arr1.concat(arr2);

}

// Call the 'concatenateWords' function with 'fruits' and 'vegetables' as arguments and

// store the result in a new constant named 'foods'

const foods = concatenateWords(fruits, vegetables);

// Output the 'foods' to the console

console.log(foods); // Expected Output: ["apple", "banana", "cherry", "carrot", "pea", "potato"]

Alternative solution:

// Sample data: Two arrays of words

const fruits = ["apple", "banana", "cherry"];

const vegetables = ["carrot", "pea", "potato"];

// Function to manually concatenate two arrays of words

function concatenateWords(arr1, arr2) {

let combinedArray = [];

// Add all elements of arr1 to combinedArray

for (let i = 0; i < arr1.length; i++) {

combinedArray.push(arr1[i]);

}

// Add all elements of arr2 to combinedArray

for (let i = 0; i < arr2.length; i++) {

combinedArray.push(arr2[i]);

}

return combinedArray;

}

// Call the 'concatenateWords' function with 'fruits' and 'vegetables' as arguments and

// store the result in a new constant named 'foods'

const foods = concatenateWords(fruits, vegetables);

// Output the 'foods' to the console

console.log(foods); // Expected Output: ["apple", "banana", "cherry", "carrot", "pea", "potato"]

#### **[Exercise 3: Concatenate Multiple Arrays](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "exercise-3-concatenate-multiple-arrays)**

Problem Statement:  
Given three arrays of numbers, concatenate them into a single array using the concat() method.

const array1 = [1, 2, 3];

const array2 = [4, 5, 6];

const array3 = [7, 8, 9];

function concatenateMultipleArrays(arr1, arr2, arr3) {

// Use concat() to concatenate the arrays

}

const concatenatedArray = concatenateMultipleArrays(array1, array2, array3);

console.log(concatenatedArray);

Expected Output:  
[1, 2, 3, 4, 5, 6, 7, 8, 9]

Solution:

// Sample data: Three arrays of numbers

const array1 = [1, 2, 3];

const array2 = [4, 5, 6];

const array3 = [7, 8, 9];

// Function to concatenate three arrays

function concatenateMultipleArrays(arr1, arr2, arr3) {

// Use concat() to combine arr1, arr2, and arr3 into a new array

return arr1.concat(arr2, arr3);

}

// Call the 'concatenateMultipleArrays' function with 'array1', 'array2', and 'array3' as arguments and

// store the result in a new constant named 'concatenatedArray'

const concatenatedArray = concatenateMultipleArrays(array1, array2, array3);

// Output the 'concatenatedArray' to the console

console.log(concatenatedArray); // Expected Output: [1, 2, 3, 4, 5, 6, 7, 8, 9]

Alternative solution:

// Sample data: Three arrays of numbers

const array1 = [1, 2, 3];

const array2 = [4, 5, 6];

const array3 = [7, 8, 9];

// Function to manually concatenate three arrays

function concatenateMultipleArrays(arr1, arr2, arr3) {

let combinedArray = [];

// Add all elements of arr1 to combinedArray

for (let element of arr1) {

combinedArray.push(element);

}

// Add all elements of arr2 to combinedArray

for (let element of arr2) {

combinedArray.push(element);

}

// Add all elements of arr3 to combinedArray

for (let element of arr3) {

combinedArray.push(element);

}

return combinedArray;

}

// Call the 'concatenateMultipleArrays' function with 'array1', 'array2', and 'array3' as arguments and

// store the result in a new constant named 'concatenatedArray'

const concatenatedArray = concatenateMultipleArrays(array1, array2, array3);

// Output the 'concatenatedArray' to the console

console.log(concatenatedArray); // Expected Output: [1, 2, 3, 4, 5, 6, 7, 8, 9]

# [join()](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "join)

#### **[Exercise 1: Create a Sentence](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "exercise-1-create-a-sentence)**

Problem Statement:  
Given an array of words, create a sentence by joining them using the join() method.

const words = ["The", "quick", "brown", "fox", "jumps", "over", "the", "lazy", "dog"];

function createSentence(words) {

// Use join() to create a sentence

}

const sentence = createSentence(words);

console.log(sentence);

Expected Output:  
The quick brown fox jumps over the lazy dog

Solution:

// Sample data: An array of words

const words = ["The", "quick", "brown", "fox", "jumps", "over", "the", "lazy", "dog"];

// Function to create a sentence from an array of words

function createSentence(words) {

// Use join() with a space as the separator to create a sentence

return words.join(" ");

}

// Call the 'createSentence' function with 'words' as an argument and

// store the result in a new constant named 'sentence'

const sentence = createSentence(words);

// Output the 'sentence' to the console

console.log(sentence); // Expected Output: The quick brown fox jumps over the lazy dog

Alternative solution:

// Sample data: An array of words

const words = ["The", "quick", "brown", "fox", "jumps", "over", "the", "lazy", "dog"];

// Function to create a sentence from an array of words

function createSentence(words) {

let sentence = "";

// Iterate through the words array

for (let i = 0; i < words.length; i++) {

// Concatenate each word to the sentence

sentence += words[i];

// Add a space after each word except the last one

if (i < words.length - 1) {

sentence += " ";

}

}

return sentence;

}

// Call the 'createSentence' function with 'words' as an argument and

// store the result in a new constant named 'sentence'

const sentence = createSentence(words);

// Output the 'sentence' to the console

console.log(sentence); // Expected Output: The quick brown fox jumps over the lazy dog

#### **[Exercise 2: Create a Comma-Separated List](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "exercise-2-create-a-comma-separated-list)**

Problem Statement:  
Given an array of fruits, create a comma-separated list using the join() method.

const fruits = ["apple", "banana", "cherry"];

function createList(fruits) {

// Use join() to create a comma-separated list

}

const fruitList = createList(fruits);

console.log(fruitList);

Expected Output:  
apple,banana,cherry

Solution:

// Sample data: An array of fruits

const fruits = ["apple", "banana", "cherry"];

// Function to create a comma-separated list from an array of fruits

function createList(fruits) {

// Use join() with a comma as the separator to create the list

return fruits.join(",");

}

// Call the 'createList' function with 'fruits' as an argument and

// store the result in a new constant named 'fruitList'

const fruitList = createList(fruits);

// Output the 'fruitList' to the console

console.log(fruitList); // Expected Output: apple,banana,cherry

Alternative solution:

// Sample data: An array of fruits

const fruits = ["apple", "banana", "cherry"];

// Function to create a comma-separated list from an array of fruits

function createList(fruits) {

let fruitList = "";

// Iterate through the fruits array

for (let i = 0; i < fruits.length; i++) {

// Concatenate each fruit to the fruitList

fruitList += fruits[i];

// Add a comma after each fruit except the last one

if (i < fruits.length - 1) {

fruitList += ",";

}

}

return fruitList;

}

// Call the 'createList' function with 'fruits' as an argument and

// store the result in a new constant named 'fruitList'

const fruitList = createList(fruits);

// Output the 'fruitList' to the console

console.log(fruitList); // Expected Output: apple,banana,cherry

#### **[Exercise 3: Create a Dashed String](https://github.com/ramGit22/javascript-book/new/master?readme=1" \l "exercise-3-create-a-dashed-string)**

Problem Statement:  
Given an array of characters, create a string by joining them with dashes using the join() method.

const characters = ["J", "a", "v", "a", "S", "c", "r", "i", "p", "t"];

function createDashedString(characters) {

// Use join() to create a dashed string

}

const dashedString = createDashedString(characters);

console.log(dashedString);

Expected Output:  
J-a-v-a-S-c-r-i-p-t

Solution:

// Sample data: An array of characters

const characters = ['J', 'a', 'v', 'a', 'S', 'c', 'r', 'i', 'p', 't']

// Function to create a dashed string from an array of characters

function createDashedString(characters) {

// Use join() with a dash as the separator to create the string

return characters.join('-')

}

// Call the 'createDashedString' function with 'characters' as an argument and

// store the result in a new constant named 'dashedString'

const dashedString = createDashedString(characters)

// Output the 'dashedString' to the console

console.log(dashedString) // Expected Output: J-a-v-a-S-c-r-i-p-t

Alternative solution:

// Sample data: An array of characters

const characters = ['J', 'a', 'v', 'a', 'S', 'c', 'r', 'i', 'p', 't']

// Function to create a dashed string from an array of characters

function createDashedString(characters) {

let dashedString = ''

// Iterate through the characters array

for (let i = 0; i < characters.length; i++) {

// Append each character to the dashedString

dashedString += characters[i]

// Add a dash after each character except the last one

if (i < characters.length - 1) {

dashedString += '-'

}

}

return dashedString

}

// Call the 'createDashedString' function with 'characters' as an argument and

// store the result in a new constant named 'dashedString'

const dashedString = createDashedString(characters)

// Output the 'dashedString' to the console

console.log(dashedString) // Expected Output: J-a-v-a-S-c-r-i-p-t

*That's a great initiative! Including real-world scenarios for commonly used JavaScript methods will be immensely helpful for learners. Here are some commonly used JavaScript methods and concepts that you can consider including in your eBook:*

* *Array Methods:*
  + *filter(): Filter items in an array based on a condition.*
  + *forEach(): Execute a function for each item in an array.*
  + *some(): Check if at least one item in an array meets a condition.*
  + *every(): Check if all items in an array meet a condition.*
  + *find(): Find the first item in an array that meets a condition.*
  + *findIndex(): Find the index of the first item that meets a condition.*
  + *sort(): Sort the items in an array.*
  + *splice(): Add or remove items from an array.*
  + *slice(): Extract a section of an array.*
  + *concat(): Combine two or more arrays.*
  + *join(): Join the elements of an array into a string.*
* *String Methods:*
  + *charAt(): Get a character at a specific index.*
  + *indexOf(): Find the index of a substring.*
  + *lastIndexOf(): Find the last index of a substring.*
  + *slice(): Extract a section of a string.*
  + *split(): Split a string into an array.*
  + *replace(): Replace a substring.*
  + *toUpperCase(): Convert a string to uppercase.*
  + *toLowerCase(): Convert a string to lowercase.*
  + *trim(): Remove whitespace from both ends of a string.*
* *Object Methods and Concepts:*
  + *Object.keys(): Get an array of an object's keys.*
  + *Object.values(): Get an array of an object's values.*
  + *Object.entries(): Get an array of an object's key-value pairs.*
  + *Object.assign(): Copy values from one object to another.*
  + *Destructuring: Extract properties from objects and arrays.*
  + *Spread Operator: Spread elements of arrays and object properties.*
* *Functional Programming Concepts:*
  + *Callback Functions: Functions passed as arguments to other functions.*
  + *Higher-Order Functions: Functions that take other functions as arguments or return functions.*
  + *Closures: Functions that have access to the parent scope.*
  + *Currying: Transforming a function that takes multiple arguments into a series of functions that take one argument.*
* *Asynchronous Programming:*
  + *Promises: A way to handle asynchronous operations.*
  + *async/await: A syntactic sugar for handling promises.*
  + *fetch(): A method to make network requests.*
* *Date and Time:*
  + *Date object: Methods to get and set date and time.*
  + *Timezones, UTC, and locale-specific formatting.*
* *Math and Number:*
  + *Math object: Methods for mathematical operations.*
  + *Number object: Methods and properties related to numbers.*
* *Regular Expressions:*
  + *Pattern matching in strings.*
  + *Methods like match(), search(), replace(), and test().*